Charles Justin Reusnow

Professor Chakraborty

CMP SCI 4340

14 September 2017

Project #1

For my project, I choose to implement the Perceptron Learning Algorithm (PLA) in JavaScript so I could utilize the canvas API from HTML 5 to display the work in a more easily digestible fashion than just straight numbers. I consider myself a visual learner, and this proved to be very helpful in that regard. But because of this stipulation, I had to do a lot more coding to get the display to work right, so the majority of my code is irrelevant to the perceptron learning algorithm, but rather is overhead for doing things like fetching input data, displaying data on the canvas, and updating details in real time (like the iteration counter). Because of these added complexities, I feel it would be best if I explained a little how my interface works before letting you dive into it. And to preface, I went way overboard on this project and added a lot of features that were not requested in the specification. I understand that this was not requested, and do not expect to earn extra points because of it, I simply wanted to get a very good understanding of how the algorithm works and thus wanted to give myself as many tools as possible to explore it. In addition, I would like to note that the inputs on this project expect valid data to be entered without checking that it is valid. For example, if you type “a” under “maximum iterations” instead of a number, you will get unexpected behavior that was not handled.

I took the liberty of adding a screenshot of what my interface looks like (Figure 1). It isn’t the prettiest interface in terms of layout, but I believe I have everything segmented nicely enough to understand the purpose of each section.

Firstly, we have the PLA Simulator section (dark blue) which contains a canvas element that updates in real time to display points on the graph, the bounding equation line, axis limits, and axes. While the simulation is running, a line representing the bounding equation is displayed in red on the canvas. Once a bounding equation has been decided on by the PLA, the line is displayed once more but now as blue, and it will not move again. Below it is the action button which updates based on what step of the algorithm we are in. Below that is a status update section that tells the user what the algorithm is doing currently.

Next, we have the parameters section (pink), which is broken down further into subsections. The first subsection is the classes segment (green). This section is used to define what color and symbols each of the two classes of points should have. It can be any character or set of text for symbol, and any valid color for the color of the point. By default they are • for simplicity and clarity.

The next section is the data section (yellow) which contains a radio selection for what method of data input you would like. There are 4 options, preset, manual, file, and random. When preset is selected, you are given the option to select a preset data I crafted that I consider to be interesting, or relevant to the project. Please note that the first option under preset is compliant with the project specification (25 class A, 25 class B, and 30 test vectors). When manual is selected you are given a blank textarea element to fill in with a string of text. When using this option you must enter a string that conforms to a specific regular expression (see Appendix A for in depth explanation). The third option, File, is for loading in a .txt file containing a string that matches the regular expression described previously. This option is used for if you wrote a separate program that would output data into a text file and you wanted to load it in without copying and pasting the whole thing into the manual section. The fourth option is random, and it has a few options associated with it. You can specify the quantity of class A vectors, class B vectors, and test vectors. You can specify the ranges in which they appear on both axes. You can choose if you want the randomly generated data to be linearly separable or if you would rather them be completely randomly placed. If you choose it to be linearly separable you can specify which line they should be separable along (in slope-intercept form).

The next section we have is the constants section (orange). This section contains: Max Training Iterations – How many iterations the algorithm is allowed to run during training before terminating. Learning Rate – The amount by which the algorithm corrects for errors. Theta – Used for classifying points. Speed – The amount of time, in milliseconds, between each step of the algorithm. Initial Weight X, Y, and Bias – The initial weights for these features. Randomize Initial Weights – Whether the weights should be specified by the user or randomized.

The only other piece in the parameters section is the “Choose This Configuration” button which must be pressed before being able to run the algorithm, and also any changes made in the inputs will not be reflected in the simulator until this button is pressed.

Below this is the next section, the Details section (red). This section updates while the algorithm is running to give details on the state of the algorithm and plane. It contains: Training Iteration – What iteration of the training phase we are on. Testing Iteration – What iteration of the testing phase we are on. Bounding Equation – The current bounding equation for classifying test points. Weight X Y and Bias – The current calculated weights for those three features. Class A and B Vectors – How many vectors on the plane are currently in what class, this includes classified testing vectors. Classified Vectors – Updates to show how many test vectors have been classified compared to the total.

Below this is the final section, History (light blue). Upon completion of a run of the PLA in both training and test phases, the results are captured and added to this table. The only portion which may need explaining is the data section, this shows the input data regular expression (appendix A) compliant version of the data that was displayed during that run of the PLA.

Now that I have introduced you to the basics, I can answer the questions laid out in the project specification. Also, this is the exact set of data points used in my submission data set, any reference to “data” in the following answers refers to this dataset (preset 1):

TRAINING DATA: (A, -43, 35) (A, 12, 46) (A, -36, 26) (A, 49, 2) (A, -40, 22) (A, 43, 35) (A, -5, 30) (A, -38, 6) (A, 7, 23) (A, 31, 35) (A, -43, 37) (A, -23, 37) (A, -48, 47) (A, 21, 36) (A, 5, 32) (A, 19, 10) (A, -37, 16) (A, 7, 20) (A, 30, 18) (A, -5, 28) (A, 11, 21) (A, -50, 44) (A, 47, 14) (A, 3, 20) (A, -46, 39) (B, 2, -35) (B, 33, -29) (B, 36, -48) (B, -32, -21) (B, 38, -2) (B, 27, -28) (B, -36, -4) (B, -22, -34) (B, -40, -33) (B, 3, -33) (B, -41, -44) (B, 2, -6) (B, -21, -36) (B, 47, -11) (B, -11, -48) (B, -26, -29) (B, -17, -50) (B, 12, -23) (B, -22, -17) (B, -46, -3) (B, -29, -13) (B, -11, -28) (B, 36, -14) (B, 40, -19) (B, -11, -44); TESTING DATA: (-12, -50) (15, -3) (26, -33) (36, -17) (-38, -46) (9, -19) (-43, -19) (20, 8) (37, -30) (-28, -6) (-44, 25) (-46, -42) (-45, 49) (-30, 5) (-48, -7) (-39, 30) (-50, 15) (-10, -46) (50, 39) (47, -32) (-27, 42) (14, 41) (34, -29) (31, -5) (-9, -4) (-38, 28) (-5, -7) (6, 39) (-46, 42) (-2, -10).

1. The training data points in this set are linearly separable. All points of class A can be divided from all points of class B by a straight line.
2. The test points are certainly linearly separable, for they have no classification until after training is completed and they are interpreted based on their X and Y features (perhaps I am misunderstanding how the testing phase works? I thought this data is unclassified because it depends on the bounding equation found from the training data in order to classify it).
3. My initial choice of weights and constants are the default specified in the input, Max Iterations: 1000, Learning Rate: 0.1, Theta: 0, and the weights are randomized between 0 and 1 by default. For the sake of keeping things repeatable, I will run any simulations using all weights initialized to 0, unless otherwise stated.
4. The final solution equation of the line for the data specified and all constants as described previously is: 0.3x+7.1y-0.3=0.
5. The total number of weight vector updates my algorithm made is: 600.
6. The total number of iterations made over the training set is 3.
7. The final misclassification error is 0. The test data cannot have any misclassification error, they do not have a classification associated with them until after the algorithm is complete (again unless I am misunderstanding, which I now think I am).
8. To vary the weights, I first start with all weights at 0, then all weights at 1, then all weights at 10, then all weights at 100, here are my findings:
   1. 0: No change, operates exactly as before.
   2. 1: The training phase took 6 more iterations (9 total), but it still found a solution.
   3. 10: The training phase took only 7 iterations (2 less than with weights all at 1).
   4. 100: The training phase took 9 iterations total once again, but interestingly (though, not surprisingly), found a different solution from all weights at 1 which also took 9 total iterations.
9. To vary the learning rate, I will start at the default 0.1, try moving down to 0, go up to 0.5, up to 1, and then up again to 10.
   1. 0.1: No change, operates exactly as before.
   2. 0: Before running this one I hypothesized disaster, because without a learning rate with any real value, no progress can be made. This is exactly what happened, and the line stayed exactly at y=0 until it reached maximum iteration.
   3. 0.5: The solution was still found in the same number of iterations as the default, however the line found is different.
   4. 1: The solution was still found in the same number of iterations as the default, however the line found is different, and different from the previous run as well.
   5. 10: Same story as before. Though I am noticing a pattern. Each of the weights is equal to n \* the weight found in the default, where n = current learning rate / default learning rate. By that I mean, the weights found in this run are exactly 100 times larger than the weights found in the default run. I don’t think I will find any different results on this data set.
10. To vary the consideration of the data points, I will take the default data and rearrange a few data points, specifically the first A point will be swapped with the last A point, and the first B point will be swapped with the last B point.
    1. Original: No change, 3 iterations and 600 weight updates with no misclassification error and decision boundary 0.3x+7.1y-0.3=0.
    2. A & B swap: Interestingly, it took 7 iterations to solve it this time, 1200 weight updates, no misclassification error and decision boundary 0.6x+11.4y-0.9=0.
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Appendix A – The Data Input Regular Expression

The data input regular expression is used to validate input strings are parse-able then parse them into their subordinate parts. The regular expression is:

/^ \*TRAIN(ING)? \*(DATA)? \*: \*((\( \*[AB] \*, \*-?\d+ \*, \*-?\d+ \*\) \*)+) \*; \*TEST(ING)? \*(DATA)? \*: \*((\( \*-?\d+ \*, \*-?\d+ \*\) \*)+) \*$/g

To start, there are some recurring themes in this regular expression. The first of which is: “ \*”. This combo appears many times, and it basically translates into “Anything between the previous regular expression item and the next regular expression item can be separated by any number of spaces including none.” In the interest of brevity, I left out an explanation of this item in the following page when the Regular Expression is broken down. Another common piece is: “-?\d+” Which translates into “Any integer, positive or negative, including zero”.

The high level version of what types of strings this regular expression is looking for are strings that follow this pattern: “TRAINING DATA: ([A or B], [integer], [integer])… ; TESTING DATA: ([integer], [integer])”. Note that the items in the parenthesized segments are comma separated, but the parenthesized segments themselves are not comma separated. Using capturing groups, we can extract the relevant information from the string and use it to populate our algorithm. See the next page for more details on the regular expression.

Here is the regular expression broken down piece by piece so it makes more sense:

/ - Begin the regular expression.

^ - Assert that the match must begin at the start of the string.

TRAIN – Matches the phrase “TRAIN” literally.

( - Begin first capturing group.

ING – Matches the phrase “ING” literally.

) – End first capturing group.

? – Matches the previous group zero or one times (its optional).

( - Begin second capturing group.

DATA – Matched the phrase “DATA” literally.

) – End second capturing group.

? – Matches the previous group zero or one times.

: - Matches “:” literally.

( - Begin third capturing group.

( - Begin fourth capturing group.

\( - Matches “(“ literally.

[AB], – Matches “A” or “B” literally, followed by “,”.

-?\d+ - Any integer positive or negative including zero.

, – Matches “,” literally.

-?\d+ - Any integer positive or negative including zero.

\) – Matches “)” literally.

) – End fourth capturing group

+ - Match the previous group 1 or more times.

) – End third capturing group.

; - Matches “;” literally.

TEST – Matches the phrase “TEST” literally.

( - Begin fifth capturing group.

ING – Matches the phrase “ING” literally.

) – End fifth capturing group.

? – Matches the previous group zero or one times (its optional).

( - Begin sixth capturing group.

DATA – Matched the phrase “DATA” literally.

) – End sixth capturing group.

? – Matches the previous group zero or one times.

: - Matches “:” literally.

( - Begin seventh capturing group.

( - Begin eighth capturing group.

\( - Matches “(“ literally.

-?\d+ - Any integer positive or negative including zero.

, – Matches “,” literally.

-?\d+ - Any integer positive or negative including zero.

\) – Matches “)” literally.

) – End eighth capturing group

+ - Match the previous group 1 or more times.

) – End seventh capturing group.

$ - Assert that the match must end at the end of the string.

/ - End the regular expression.

g – Enable the global flag, which means do not stop after the first match (mostly irrelevant here).

Source Code

The source code is posted below. In order to run this project, copy all of this code into a single text file, choose File then Save As… then name it a suitable name followed by the extension .html. Below the filename section is a Save as type section, change this to All Files (\*) to prevent notepad (or whichever text editor you are using) from appending the .txt extension to the end of your file. It must be an html file for this to work. Hit Save, navigate to your new file, double click it to have it open in a browser, and it should now be up and running, looking like the figure displayed in Figure 1. I would have submitted the source code as an html file, but you specified to only turn in one file, so I am leaving these instructions to you.

(Proceed to next page for source code)

<!DOCTYPE html>  
<html lang="en">  
<head>  
 <meta charset="UTF-8">  
 <title>CMP SCI 4340 - Project #1 - Perceptron Learning Algorithm</title>  
  
 <link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css">  
  
 <script src="https://ajax.googleapis.com/ajax/libs/jquery/3.2.1/jquery.min.js"></script>  
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 <script>  
 "use strict";  
  
 **const** *PRESET\_DATA* = [  
 "TRAINING DATA: (A, -43, 35) (A, 12, 46) (A, -36, 26) (A, 49, 2) (A, -40, 22) (A, 43, 35) (A, -5, 30) (A, -38, 6) (A, 7, 23) (A, 31, 35) (A, -43, 37) (A, -23, 37) (A, -48, 47) (A, 21, 36) (A, 5, 32) (A, 19, 10) (A, -37, 16) (A, 7, 20) (A, 30, 18) (A, -5, 28) (A, 11, 21) (A, -50, 44) (A, 47, 14) (A, 3, 20) (A, -46, 39) (B, 2, -35) (B, 33, -29) (B, 36, -48) (B, -32, -21) (B, 38, -2) (B, 27, -28) (B, -36, -4) (B, -22, -34) (B, -40, -33) (B, 3, -33) (B, -41, -44) (B, 2, -6) (B, -21, -36) (B, 47, -11) (B, -11, -48) (B, -26, -29) (B, -17, -50) (B, 12, -23) (B, -22, -17) (B, -46, -3) (B, -29, -13) (B, -11, -28) (B, 36, -14) (B, 40, -19) (B, -11, -44); TESTING DATA: (-12, -50) (15, -3) (26, -33) (36, -17) (-38, -46) (9, -19) (-43, -19) (20, 8) (37, -30) (-28, -6) (-44, 25) (-46, -42) (-45, 49) (-30, 5) (-48, -7) (-39, 30) (-50, 15) (-10, -46) (50, 39) (47, -32) (-27, 42) (14, 41) (34, -29) (31, -5) (-9, -4) (-38, 28) (-5, -7) (6, 39) (-46, 42) (-2, -10)",  
 "TRAINING DATA: (A, -19, 37) (A, -14, 8) (A, 24, 22) (A, 27, 34) (A, 1, 8) (A, 35, 4) (A, -36, 41) (A, -45, 33) (A, -9, 19) (A, -34, 6) (A, 42, 49) (A, 13, 10) (A, 38, 28) (A, -31, 9) (A, -23, 5) (A, -19, 2) (A, -33, 1) (A, -13, 23) (A, -13, 19) (A, 44, 25) (A, -28, 45) (A, 50, 34) (A, 13, 42) (A, -16, 8) (A, 31, 22) (A, 21, 50) (A, 44, 10) (A, -50, 38) (A, -24, 38) (A, 48, 28) (A, 27, 20) (A, 12, 49) (A, -32, 25) (A, -46, 11) (A, -38, 23) (A, 16, 24) (A, 29, 46) (A, -31, 14) (A, -8, 28) (A, 15, 26) (A, 36, 42) (A, -23, 45) (A, 4, 43) (A, 30, 30) (A, 25, 11) (A, -5, 6) (A, 42, 4) (A, 3, 45) (A, 34, 48) (A, 10, 3) (A, -30, 40) (A, -44, 2) (A, 49, 18) (A, -30, 2) (A, 36, 17) (A, 29, 13) (A, 38, 48) (A, 22, 15) (A, -5, 27) (A, 12, 37) (A, -4, 20) (A, 27, 38) (A, 3, 47) (A, 11, 10) (A, -38, 5) (A, 14, 17) (A, -45, 35) (A, -1, 46) (A, 24, 49) (A, 29, 9) (A, -50, 12) (A, -10, 35) (A, 50, 28) (A, 46, 22) (A, -48, 6) (A, -19, 13) (A, -24, 22) (A, -4, 25) (A, 18, 42) (A, 3, 48) (A, -20, 7) (A, 31, 38) (A, 19, 13) (A, 39, 38) (A, -5, 13) (A, -25, 18) (A, -41, 29) (A, 5, 5) (A, -31, 4) (A, -12, 9) (A, 39, 36) (A, -45, 11) (A, 7, 37) (A, -29, 20) (A, -21, 30) (A, -42, 30) (A, 23, 26) (A, 34, 20) (A, -46, 41) (A, 14, 46) (A, -36, 23) (A, 44, 4) (A, -45, 1) (A, 9, 40) (A, -41, 3) (A, 9, 16) (A, 42, 30) (A, -5, 10) (A, -39, 14) (A, 30, 48) (A, 15, 36) (A, 12, 9) (A, -50, 42) (A, -1, 20) (A, -28, 38) (A, -47, 48) (A, -27, 9) (A, 45, 2) (A, 41, 29) (A, -47, 32) (A, -19, 15) (A, 40, 46) (A, -21, 20) (A, -39, 31) (A, 2, 12) (A, 7, 16) (A, -34, 34) (A, -10, 31) (A, -33, 20) (A, -41, 50) (A, 10, 14) (A, -40, 7) (A, -49, 12) (A, -50, 31) (A, -50, 48) (A, 20, 26) (A, -37, 7) (A, -42, 44) (A, -31, 40) (A, -18, 37) (A, -43, 42) (A, -31, 30) (A, 46, 13) (A, -13, 23) (A, -37, 46) (A, 22, 4) (A, -2, 47) (A, -42, 25) (A, -21, 7) (A, -32, 7) (A, 21, 5) (A, -29, 29) (A, -39, 39) (A, -19, 5) (A, -19, 38) (A, -42, 34) (A, -37, 20) (A, 4, 38) (A, 45, 25) (A, -5, 40) (A, -44, 2) (A, -6, 28) (A, -20, 29) (A, -30, 34) (A, -9, 4) (A, 11, 38) (A, 34, 5) (A, 40, 10) (A, 2, 29) (A, 27, 7) (A, 10, 23) (A, 20, 10) (A, 42, 5) (A, 32, 12) (A, -29, 15) (A, -32, 10) (A, -40, 48) (A, -6, 35) (A, -1, 32) (A, 37, 20) (A, 10, 31) (A, 2, 36) (A, -8, 13) (A, -36, 34) (A, 50, 12) (A, 42, 46) (A, 27, 14) (A, -28, 50) (A, -14, 4) (A, 42, 9) (A, -44, 46) (A, 42, 18) (A, 50, 47) (A, -39, 39) (A, 44, 3) (A, -40, 28) (A, 37, 31) (A, -49, 17) (A, 43, 12) (A, -17, 47) (A, -38, 32) (A, 42, 30) (A, 12, 10) (A, -25, 24) (A, -46, 31) (A, -19, 7) (A, 12, 1) (A, -50, 25) (A, 11, 13) (A, -40, 35) (A, 33, 2) (A, 38, 26) (A, 34, 38) (A, 1, 27) (A, -21, 4) (A, -19, 20) (A, -5, 32) (A, -48, 24) (A, -29, 41) (A, -19, 31) (A, -45, 9) (A, -18, 50) (A, 24, 32) (A, 7, 21) (A, 49, 16) (A, 28, 40) (A, 33, 35) (A, -33, 24) (A, 49, 47) (A, -16, 18) (A, 21, 35) (A, -27, 14) (A, 19, 11) (A, -31, 16) (A, -36, 47) (A, 18, 12) (A, 3, 14) (A, -2, 9) (A, -27, 32) (A, -44, 44) (A, 50, 12) (A, -2, 10) (A, -17, 27) (A, -42, 7) (A, 10, 48) (A, 43, 49) (A, -46, 8) (A, 21, 22) (A, -49, 35) (A, -17, 15) (B, 48, -8) (B, 50, -17) (B, -43, -20) (B, 19, -39) (B, -32, -48) (B, -3, -50) (B, -4, -38) (B, 10, -34) (B, -38, -1) (B, -46, -2) (B, -49, -49) (B, 28, -29) (B, -48, -3) (B, 47, -37) (B, -20, -10) (B, -25, -40) (B, -26, -11) (B, 46, -41) (B, -47, -42) (B, 15, -18) (B, -48, -33) (B, -10, -36) (B, -28, -16) (B, -50, -27) (B, 39, -33) (B, 13, -31) (B, 31, -40) (B, -14, -1) (B, -22, -8) (B, 10, -15) (B, 42, -30) (B, 50, -4) (B, -20, -42) (B, -14, -1) (B, 15, -34) (B, -33, -11) (B, -31, -2) (B, 41, -8) (B, 25, -50) (B, 26, -4) (B, -30, -22) (B, 17, -31) (B, 3, -9) (B, 20, -28) (B, -31, -14) (B, 28, -48) (B, 22, -42) (B, -4, -31) (B, 35, -39) (B, -24, -49) (B, 47, -42) (B, 14, -25) (B, 40, -2) (B, -48, -27) (B, -10, -29) (B, -1, -48) (B, -13, -45) (B, -25, -24) (B, -1, -33) (B, -35, -23) (B, -25, -2) (B, 28, -5) (B, 24, -20) (B, 15, -45) (B, 17, -31) (B, 48, -12) (B, 24, -24) (B, 22, -11) (B, -44, -13) (B, 7, -49) (B, 12, -40) (B, 19, -23) (B, -49, -35) (B, 46, -30) (B, -35, -15) (B, -6, -48) (B, 0, -33) (B, 11, -23) (B, -31, -4) (B, -35, -27) (B, 20, -41) (B, -29, -26) (B, 37, -28) (B, 39, -3) (B, 36, -43) (B, -40, -18) (B, -6, -28) (B, -36, -36) (B, 35, -15) (B, 11, -22) (B, -23, -1) (B, 17, -36) (B, 30, -11) (B, -30, -45) (B, -41, -28) (B, 21, -20) (B, -43, -35) (B, -35, -37) (B, -2, -11) (B, -7, -23) (B, 18, -3) (B, 32, -13) (B, 12, -40) (B, 10, -44) (B, -35, -47) (B, 33, -12) (B, 15, -1) (B, 48, -32) (B, 30, -24) (B, -4, -26) (B, -10, -2) (B, -4, -19) (B, -19, -35) (B, -26, -34) (B, -47, -32) (B, -15, -39) (B, -41, -45) (B, -1, -2) (B, 25, -5) (B, 25, -2) (B, 37, -29) (B, 42, -17) (B, 45, -32) (B, 24, -41) (B, -43, -14) (B, 0, -47) (B, -36, -13) (B, 34, -1) (B, -35, -13) (B, 1, -29) (B, 22, -36) (B, 18, -41) (B, -30, -6) (B, 2, -11) (B, -26, -31) (B, 47, -26) (B, 43, -29) (B, -33, -25) (B, 30, -29) (B, 42, -40) (B, -41, -20) (B, 50, -49) (B, -44, -49) (B, 30, -42) (B, -16, -43) (B, -14, -7) (B, 36, -7) (B, 5, -11) (B, 50, -22) (B, -43, -14) (B, 49, -2) (B, -22, -5) (B, -31, -25) (B, -22, -36) (B, 20, -42) (B, -3, -21) (B, 26, -46) (B, -21, -1) (B, -47, -42) (B, 25, -41) (B, 50, -5) (B, -45, -44) (B, -1, -46) (B, 2, -26) (B, -13, -4) (B, 26, -12) (B, -11, -36) (B, 16, -16) (B, -10, -26) (B, 47, -14) (B, -44, -28) (B, 16, -12) (B, 32, -16) (B, -13, -46) (B, -17, -41) (B, 35, -29) (B, 6, -22) (B, 45, -16) (B, 30, -50) (B, 18, -38) (B, -30, -10) (B, -31, -40) (B, -38, -17) (B, 25, -41) (B, -18, -1) (B, 43, -10) (B, 42, -36) (B, -10, -2) (B, -25, -11) (B, -44, -29) (B, -23, -1) (B, 12, -16) (B, 36, -26) (B, 6, -21) (B, -40, -50) (B, 4, -28) (B, -40, -27) (B, 23, -47) (B, 18, -39) (B, 35, -34) (B, 47, -32) (B, -33, -48) (B, 9, -50) (B, -19, -35) (B, -8, -34) (B, -46, -22) (B, 23, -14) (B, -28, -8) (B, -14, -15) (B, -15, -19) (B, 12, -26) (B, 27, -37) (B, 42, -38) (B, 16, -43) (B, 35, -12) (B, 16, -38) (B, 37, -7) (B, 16, -2) (B, -5, -44) (B, -27, -9) (B, 20, -20) (B, -9, -11) (B, 32, -21) (B, -18, -41) (B, 32, -27) (B, -24, -20) (B, -34, -26) (B, 6, -45) (B, -38, -50) (B, -25, -2) (B, -38, -30) (B, -21, -39) (B, -2, -41) (B, -49, -46) (B, 16, -5) (B, 42, -22) (B, 39, -38) (B, -4, -9) (B, 17, -38) (B, 15, -15) (B, 13, -13) (B, -42, -10) (B, -7, -25) (B, 33, -19) (B, 50, -50) (B, 41, -22) (B, -33, -23) (B, -30, -45) (B, -29, -37) (B, 29, -33); TESTING DATA: (-21, 16) (31, -25) (0, 10) (42, -42) (8, -3) (48, 5) (-29, -5) (7, -47) (-46, 10) (20, -24) (42, -29) (-2, -8) (-25, -18) (23, -28) (-11, 12) (41, -34) (14, -28) (0, -2) (-12, -33) (-3, 16) (-20, 49) (-35, 16) (-39, -7) (23, 19) (-49, 25) (-38, 47) (12, 48) (-12, -49) (-23, -22) (35, -17) (29, 28) (0, -49) (-48, -13) (40, 36) (11, 44) (-43, 39) (-41, -49) (0, 42) (-34, -1) (-34, -41) (4, -3) (14, 1) (-30, 37) (15, 11) (-15, 45) (-35, 8) (45, -16) (27, -26) (-15, 29) (-35, 42) (-42, 27) (-28, 3) (28, -5) (34, -49) (41, 42) (-16, 47) (-23, -45) (6, 33) (-50, -45) (29, 12) (-11, 8) (-46, -17) (23, -38) (31, -20) (-21, 21) (-28, 44) (-1, 35) (-47, 5) (-19, -44) (-10, 27) (46, 39) (21, 29) (-26, 33) (-38, -31) (25, -34) (22, -8) (-40, -11) (-7, 8) (8, -5) (-37, 47) (19, -21) (-47, 43) (-15, 38) (9, -38) (-4, 32) (38, -46) (-45, 37) (-49, -31) (46, -7) (-1, 2) (-30, -21) (17, 5) (14, -27) (-18, 7) (44, -2) (-48, -2) (-5, -14) (29, 5) (-30, -8) (25, 43) (-16, 13) (45, -49) (40, 21) (-35, -2) (39, 14) (11, 24) (47, 31) (49, 21) (1, 21) (19, -33) (-14, 25) (-39, 20) (19, 44) (28, -36) (-37, -23) (-27, 35) (16, 20) (-33, 28) (-17, 37) (22, -4) (40, 50) (-32, -7) (-9, 41) (3, 43) (18, 21) (7, -7) (-8, 27) (12, 14) (-6, 41) (38, 16) (36, -36) (43, 39) (5, -33) (24, -16) (34, 10) (-4, -49) (45, 1) (8, -6) (-32, -43) (39, -49) (41, 29) (-17, -17) (-13, -50) (-42, -40) (35, 44) (-34, -12) (49, 37) (41, 26) (-21, -18) (-30, 35) (29, 5) (48, -38) (-17, 3) (-30, -7) (28, -49) (-21, 0) (-2, 46) (4, -41) (30, 7) (-37, -8) (-32, -16) (8, 24) (-19, -18) (38, -4) (45, 39) (-27, -30) (33, -35) (32, 12) (12, 0) (15, 35) (43, 23) (10, -49) (42, 19) (-19, -16) (-2, 2) (16, -8) (-37, 10) (11, -22) (-37, 30) (45, 30) (-30, 34) (-44, -41) (-39, -2) (-14, 10) (24, 41) (-43, -46) (11, 48) (8, 28) (-29, -9) (5, 49) (-26, -31) (47, 7) (-17, -50) (21, -34) (-16, -19) (-49, -35) (-46, -5) (-4, -30) (8, 30) (-16, -28) (-45, 44) (-29, -1) (30, -38) (-20, 37) (49, 39) (23, -23) (0, 22) (-19, -16) (-41, -49) (-24, 25) (-18, 44) (-2, -8) (35, 22) (-26, 43) (22, 7) (11, -25) (-14, -27) (-50, -30) (22, 7) (0, -40) (19, -14) (12, 5) (-47, -31) (-36, 5) (-44, 41) (-32, -15) (43, 29) (-10, 31) (42, -12) (-38, 9) (-39, 48) (37, -15) (29, 30) (22, 2) (-27, -4) (-18, 30) (-37, 2) (-36, -41) (19, -20) (22, 2) (-36, 22) (-16, -33) (19, -24) (43, -17) (39, 4) (50, -50) (0, -23) (-30, 4) (29, 21) (-11, -19) (-41, -32) (-26, 42) (16, 47) (-24, -33) (43, -31) (0, 18) (-32, -10) (45, 26) (35, -1) (49, -1) (26, 1) (44, 9) (-25, -21) (32, -3) (31, 13) (-19, -4) (9, 30) (-49, -1) (-44, 15) (50, 21) (-6, 14) (-45, -14) (28, 34) (-2, 11) (16, 45) (45, 0) (3, 27) (-27, 42) (-37, 17) (-30, 43) (-46, -36) (12, 49) (40, 42) (48, 18) (6, -24) (19, -39) (-48, -28) (46, -21) (21, -48) (19, -36) (11, -9) (48, 50) (45, -26) (-1, -28) (2, 25) (-8, -5) (-21, 12) (41, 32) (14, -5) (-29, 41)",  
 "TRAINING DATA: (A, 23, 38) (A, -46, 6) (A, 47, 28) (A, 34, 50) (A, 26, 38) (A, 12, 42) (A, 22, 0) (A, -6, -24) (A, 24, -31) (A, 22, 44) (A, 19, 37) (A, 9, -12) (A, -9, 1) (A, 24, 26) (A, -23, -11) (A, 37, -21) (A, 38, 1) (A, -26, 34) (A, 44, 36) (A, 11, -16) (A, 42, 45) (A, 7, 41) (A, -44, -6) (A, 47, -44) (A, -11, -49) (A, 43, 47) (A, 29, -5) (A, -41, -41) (A, 43, 37) (A, 39, 44) (A, 25, 8) (A, 13, 25) (A, -26, 6) (A, -39, 27) (A, -41, -35) (A, 8, 14) (A, 32, 40) (A, 16, 46) (A, 2, 9) (A, -15, -26) (A, -13, -22) (A, 4, 5) (A, -22, 32) (A, -30, 31) (A, 49, 33) (A, -47, 50) (A, -7, -36) (A, -19, -6) (A, 21, 37) (A, -39, -50) (A, 11, -19) (A, 12, -35) (A, -23, 27) (A, 27, 32) (A, 10, -3) (A, -36, 44) (A, -49, -38) (A, 10, 24) (A, -2, 37) (A, -16, 4) (A, 28, 22) (A, -8, -16) (A, 42, 45) (A, 8, 35) (A, -11, 13) (A, -39, -7) (A, -27, -36) (A, -7, -20) (A, -25, -38) (A, 0, 10) (A, 25, 35) (A, 48, -19) (A, -29, -17) (A, 13, -27) (A, -30, 35) (A, 8, 16) (A, 26, -25) (A, -38, -5) (A, 17, 28) (A, -35, 38) (A, 42, -1) (A, 39, 5) (A, -5, 19) (A, -48, -12) (A, -50, 37) (A, 25, -11) (A, -16, 14) (A, -12, -26) (A, -10, 30) (A, 14, -41) (A, -15, 14) (A, -24, 25) (A, -36, -7) (A, 29, -18) (A, -19, 22) (A, -28, 9) (A, 28, -8) (A, 20, 33) (A, 16, 46) (A, -36, -20) (A, 37, 21) (A, -13, -2) (A, -50, -41) (A, -35, -19) (A, -37, -32) (A, -20, -29) (A, -42, -28) (A, -20, -33) (A, -35, 44) (A, 20, 29) (A, -33, 0) (A, 5, 15) (A, 24, -24) (A, 30, -33) (A, 37, 8) (A, -19, 29) (A, 43, 8) (A, 8, 37) (A, -19, 20) (A, 20, 12) (A, 7, 17) (A, -47, 14) (A, 32, -30) (A, 44, -29) (A, -34, -10) (A, -12, -21) (A, -22, -37) (A, 14, -47) (A, -28, -36) (A, -31, -46) (A, -40, -35) (A, -47, 47) (A, -27, -15) (A, 18, -6) (A, -42, -37) (A, -26, 30) (A, -27, 45) (A, -7, 26) (A, -50, 30) (A, 28, 43) (A, -35, -21) (A, -28, 4) (A, 17, 8) (A, 11, 8) (A, 21, -1) (A, 29, -21) (A, 18, -8) (A, 4, -39) (A, -50, 15) (A, -47, -42) (A, -37, -46) (A, 28, -44) (A, -19, -46) (A, 4, 3) (A, 11, 30) (A, -27, -45) (A, -2, 12) (A, 29, -11) (A, -49, -5) (A, -17, -27) (A, 0, -3) (A, -1, -26) (A, -38, -37) (A, 12, -43) (A, 30, 6) (A, -50, 21) (A, 5, 40) (A, -11, 50) (A, -27, -20) (A, 48, 24) (A, 26, -37) (A, 4, 22) (A, 2, -28) (A, -35, 27) (A, 16, -4) (A, -27, -41) (A, 4, -35) (A, 1, -8) (A, 16, -24) (A, 18, -20) (A, 50, 47) (A, 43, -16) (A, 38, 20) (A, 37, 16) (A, -33, -46) (A, -33, -29) (A, 26, 37) (A, -50, 26) (A, -32, 7) (A, -14, -47) (A, 16, 18) (A, 38, 27) (A, 22, 1) (A, 19, -23) (A, 0, -50) (A, 38, -11) (A, 19, 21) (A, 16, 33) (A, -15, -42) (A, 2, -37) (A, -27, -43) (A, -3, 27) (A, 24, 12) (A, 18, -19) (A, 26, -5) (A, 26, -40) (A, 36, -13) (A, -3, 23) (A, 8, -42) (A, -34, 39) (A, -25, -22) (A, -25, 50) (A, 18, -9) (A, 37, 27) (A, 16, -12) (A, -28, 12) (A, -24, -45) (A, -32, 44) (A, 15, -22) (A, 44, -45) (A, 12, -14) (A, -6, 27) (A, 3, -12) (A, -26, -44) (A, -48, -4) (A, -34, -19) (A, -37, -5) (A, 4, -49) (A, 17, 36) (A, 22, 25) (A, 35, -12) (A, 22, 11) (A, -14, 39) (A, -23, -7) (A, 0, -35) (A, 10, 27) (A, 44, 20) (A, 50, -42) (A, 38, -12) (A, -23, 42) (A, -31, 36) (A, -41, 12) (A, -2, -14) (A, -33, 8) (A, -25, 13) (A, -2, 33) (A, 6, -26) (A, 33, -5) (A, 2, 48) (A, 13, -27) (B, -4, -13) (B, -12, 39) (B, 15, 21) (B, 31, 47) (B, -36, -44) (B, -21, 50) (B, 14, -47) (B, 0, 4) (B, -29, 4) (B, -8, 1) (B, -41, 37) (B, -4, 22) (B, -39, 12) (B, -24, -44) (B, 48, -45) (B, -15, 48) (B, -6, 43) (B, 31, 23) (B, 15, 7) (B, 50, 25) (B, -26, -4) (B, 35, 25) (B, 46, 12) (B, -7, 6) (B, 27, 49) (B, -30, 47) (B, 3, -15) (B, -31, 28) (B, 1, -47) (B, -24, 50) (B, 33, 22) (B, 21, 14) (B, -22, -4) (B, 24, -37) (B, 28, 44) (B, -32, -41) (B, -45, -29) (B, 8, -26) (B, -34, 14) (B, -9, -31) (B, -9, 2) (B, 22, -35) (B, 32, -50) (B, -4, 9) (B, 7, 42) (B, 21, 26) (B, -14, -18) (B, -6, -34) (B, 8, -30) (B, -43, -3) (B, -28, 10) (B, 3, 18) (B, -27, 33) (B, -35, 26) (B, -17, 26) (B, -4, 38) (B, 30, -16) (B, 46, -50) (B, 44, -34) (B, -25, 17) (B, -20, 38) (B, 47, -35) (B, 20, 12) (B, 18, -40) (B, -22, -31) (B, 7, -38) (B, -34, 0) (B, -18, -15) (B, 17, -44) (B, -34, 3) (B, -10, -5) (B, 35, 28) (B, -15, 24) (B, 36, 44) (B, -8, 45) (B, -19, -10) (B, 9, 25) (B, 5, -36) (B, -5, -47) (B, -20, -33) (B, -7, -48) (B, 8, -20) (B, -22, 31) (B, 23, 14) (B, -13, 16) (B, -9, 44) (B, -7, -45) (B, 46, -36) (B, 31, -30) (B, 27, -28) (B, 21, -6) (B, -44, 8) (B, 3, -38) (B, -12, -30) (B, 13, -30) (B, 39, 21) (B, 39, -26) (B, 46, -8) (B, 32, -10) (B, 38, 9) (B, -29, -49) (B, 2, 13) (B, -17, 4) (B, 7, 5) (B, 30, -26) (B, 47, -1) (B, -37, -39) (B, 45, -39) (B, -25, 6) (B, 8, 17) (B, -45, -28) (B, 49, -32) (B, 46, 8) (B, 0, -13) (B, 40, -6) (B, -2, 27) (B, 30, -39) (B, -5, 37) (B, 40, -2) (B, -4, -3) (B, 2, 19) (B, -13, 25) (B, -26, -37) (B, -27, -31) (B, -30, -11) (B, -10, 8) (B, 8, -13) (B, -40, 38) (B, -50, 10) (B, 44, 21) (B, -20, -28) (B, -49, -29) (B, 42, 10) (B, 16, 24) (B, -18, -23) (B, 35, -3) (B, 9, -27) (B, 21, -23) (B, -30, -13) (B, -22, 22) (B, 13, 17) (B, 24, -41) (B, 24, 15) (B, 15, -49) (B, -11, -6) (B, 12, 1) (B, 17, 11) (B, -37, -15) (B, -35, -49) (B, -17, 44) (B, 3, 23) (B, -42, -44) (B, 21, -13) (B, -15, 0) (B, 23, 27) (B, 14, 18) (B, 4, 49) (B, -10, -47) (B, -17, 26) (B, 2, -15) (B, 23, -10) (B, -33, 41) (B, -47, 23) (B, 24, -27) (B, -40, -30) (B, 6, -34) (B, -49, 29) (B, 4, 44) (B, -34, -48) (B, -36, 25) (B, 24, -12) (B, 14, -36) (B, 34, 21) (B, -21, -47) (B, 5, 21) (B, -49, -6) (B, 8, -34) (B, 28, -2) (B, 16, 13) (B, -29, 3) (B, 14, 29) (B, -29, -50) (B, -10, 27) (B, -5, -14) (B, -4, 16) (B, 16, 40) (B, 26, 20) (B, 30, -6) (B, -41, -44) (B, 17, 21) (B, 44, 44) (B, 26, 29) (B, -10, 9) (B, -30, -29) (B, 16, 11) (B, 37, -20) (B, 9, -16) (B, 33, 30) (B, 3, -18) (B, 16, 9) (B, 39, 34) (B, 43, 50) (B, -14, 11) (B, 9, 11) (B, -48, -50) (B, -49, 36) (B, -14, 48) (B, 37, -28) (B, 17, 18) (B, -37, -49) (B, -25, -13) (B, 34, 50) (B, -6, -49) (B, 38, 38) (B, -6, -37) (B, -11, -7) (B, -32, 50) (B, 47, -15) (B, 34, 5) (B, -30, -42) (B, 11, -20) (B, -2, -35) (B, 14, 24) (B, -5, -23) (B, 16, 41) (B, -34, 49) (B, 13, 47) (B, -26, -27) (B, -2, -2) (B, 1, -3) (B, 21, 19) (B, 18, 46) (B, -31, -9) (B, -25, 16) (B, -21, -6) (B, 27, 18) (B, -12, 24) (B, -33, -34) (B, 9, -24) (B, 44, 35) (B, -2, 5) (B, 34, -15) (B, 45, 13) (B, -8, -50) (B, -13, -11) (B, 22, -14) (B, -22, 15) (B, 35, -21) (B, 37, 50) (B, -43, 13); TESTING DATA: (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50) (50, 50)",  
 "TRAIN: (A, 3, 10) (A, 3, 0) (A, 3, -10) (B, -10, 10) (B, -10, 0) (B, -10, -10) (B, 2, 1); TEST: (0, 0) (1,1) (3, 4) (2, 6) (0, 4) (2, 1) (6, 3) (2, 9) (8, 6) (4, 3)",  
 "TRAIN: (A, 1, 0) (A, 2, 0) (A, 3, 0) (A, 4, 0) (A, 5, 0) (A, 6, 0) (A, 7, 0) (A, 8, 0) (B, 10, 0) (A, 5, 10); TEST: (0, 0)",  
 "TRAINING DATA: (A, 9, 10) (A, 8, 10) (A, 7, 10) (A, 6, 10) (A, 5, 10) (A, 4, 10) (A, 3, 10) (A, 2, 10) (A, 1, 10) (A, 0, 10) (A, -1, 10) (A, -2, 10) (A, -3, 10) (A, -4, 10) (A, -5, 10) (A, -6, 10) (A, -7, 10) (A, -8, 10) (A, -9, 10) (A, 8, 9) (A, 7, 9) (A, 6, 9) (A, 5, 9) (A, 4, 9) (A, 3, 9) (A, 2, 9) (A, 1, 9) (A, 0, 9) (A, -1, 9) (A, -2, 9) (A, -3, 9) (A, -4, 9) (A, -5, 9) (A, -6, 9) (A, -7, 9) (A, -8, 9) (A, -9, 9) (A, 7, 8) (A, 6, 8) (A, 5, 8) (A, 4, 8) (A, 3, 8) (A, 2, 8) (A, 1, 8) (A, 0, 8) (A, -1, 8) (A, -2, 8) (A, -3, 8) (A, -4, 8) (A, -5, 8) (A, -6, 8) (A, -7, 8) (A, -8, 8) (A, -9, 8) (A, 6, 7) (A, 5, 7) (A, 4, 7) (A, 3, 7) (A, 2, 7) (A, 1, 7) (A, 0, 7) (A, -1, 7) (A, -2, 7) (A, -3, 7) (A, -4, 7) (A, -5, 7) (A, -6, 7) (A, -7, 7) (A, -8, 7) (A, -9, 7) (A, 5, 6) (A, 4, 6) (A, 3, 6) (A, 2, 6) (A, 1, 6) (A, 0, 6) (A, -1, 6) (A, -2, 6) (A, -3, 6) (A, -4, 6) (A, -5, 6) (A, -6, 6) (A, -7, 6) (A, -8, 6) (A, -9, 6) (A, 4, 5) (A, 3, 5) (A, 2, 5) (A, 1, 5) (A, 0, 5) (A, -1, 5) (A, -2, 5) (A, -3, 5) (A, -4, 5) (A, -5, 5) (A, -6, 5) (A, -7, 5) (A, -8, 5) (A, -9, 5) (A, 3, 4) (A, 2, 4) (A, 1, 4) (A, 0, 4) (A, -1, 4) (A, -2, 4) (A, -3, 4) (A, -4, 4) (A, -5, 4) (A, -6, 4) (A, -7, 4) (A, -8, 4) (A, -9, 4) (A, 2, 3) (A, 1, 3) (A, 0, 3) (A, -1, 3) (A, -2, 3) (A, -3, 3) (A, -4, 3) (A, -5, 3) (A, -6, 3) (A, -7, 3) (A, -8, 3) (A, -9, 3) (A, 1, 2) (A, 0, 2) (A, -1, 2) (A, -2, 2) (A, -3, 2) (A, -4, 2) (A, -5, 2) (A, -6, 2) (A, -7, 2) (A, -8, 2) (A, -9, 2) (A, 0, 1) (A, -1, 1) (A, -2, 1) (A, -3, 1) (A, -4, 1) (A, -5, 1) (A, -6, 1) (A, -7, 1) (A, -8, 1) (A, -9, 1) (A, -1, 0) (A, -2, 0) (A, -3, 0) (A, -4, 0) (A, -5, 0) (A, -6, 0) (A, -7, 0) (A, -8, 0) (A, -9, 0) (A, -2, -1) (A, -3, -1) (A, -4, -1) (A, -5, -1) (A, -6, -1) (A, -7, -1) (A, -8, -1) (A, -9, -1) (A, -3, -2) (A, -4, -2) (A, -5, -2) (A, -6, -2) (A, -7, -2) (A, -8, -2) (A, -9, -2) (A, -4, -3) (A, -5, -3) (A, -6, -3) (A, -7, -3) (A, -8, -3) (A, -9, -3) (A, -5, -4) (A, -6, -4) (A, -7, -4) (A, -8, -4) (A, -9, -4) (A, -6, -5) (A, -7, -5) (A, -8, -5) (A, -9, -5) (A, -7, -6) (A, -8, -6) (A, -9, -6) (A, -8, -7) (A, -9, -7) (A, -9, -8) (B, 10, 9) (B, 9, 8) (B, 10, 8) (B, 8, 7) (B, 9, 7) (B, 10, 7) (B, 7, 6) (B, 8, 6) (B, 9, 6) (B, 10, 6) (B, 6, 5) (B, 7, 5) (B, 8, 5) (B, 9, 5) (B, 10, 5) (B, 5, 4) (B, 6, 4) (B, 7, 4) (B, 8, 4) (B, 9, 4) (B, 10, 4) (B, 4, 3) (B, 5, 3) (B, 6, 3) (B, 7, 3) (B, 8, 3) (B, 9, 3) (B, 10, 3) (B, 3, 2) (B, 4, 2) (B, 5, 2) (B, 6, 2) (B, 7, 2) (B, 8, 2) (B, 9, 2) (B, 10, 2) (B, 2, 1) (B, 3, 1) (B, 4, 1) (B, 5, 1) (B, 6, 1) (B, 7, 1) (B, 8, 1) (B, 9, 1) (B, 10, 1) (B, 1, 0) (B, 2, 0) (B, 3, 0) (B, 4, 0) (B, 5, 0) (B, 6, 0) (B, 7, 0) (B, 8, 0) (B, 9, 0) (B, 10, 0) (B, 0, -1) (B, 1, -1) (B, 2, -1) (B, 3, -1) (B, 4, -1) (B, 5, -1) (B, 6, -1) (B, 7, -1) (B, 8, -1) (B, 9, -1) (B, 10, -1) (B, -1, -2) (B, 0, -2) (B, 1, -2) (B, 2, -2) (B, 3, -2) (B, 4, -2) (B, 5, -2) (B, 6, -2) (B, 7, -2) (B, 8, -2) (B, 9, -2) (B, 10, -2) (B, -2, -3) (B, -1, -3) (B, 0, -3) (B, 1, -3) (B, 2, -3) (B, 3, -3) (B, 4, -3) (B, 5, -3) (B, 6, -3) (B, 7, -3) (B, 8, -3) (B, 9, -3) (B, 10, -3) (B, -3, -4) (B, -2, -4) (B, -1, -4) (B, 0, -4) (B, 1, -4) (B, 2, -4) (B, 3, -4) (B, 4, -4) (B, 5, -4) (B, 6, -4) (B, 7, -4) (B, 8, -4) (B, 9, -4) (B, 10, -4) (B, -4, -5) (B, -3, -5) (B, -2, -5) (B, -1, -5) (B, 0, -5) (B, 1, -5) (B, 2, -5) (B, 3, -5) (B, 4, -5) (B, 5, -5) (B, 6, -5) (B, 7, -5) (B, 8, -5) (B, 9, -5) (B, 10, -5) (B, -5, -6) (B, -4, -6) (B, -3, -6) (B, -2, -6) (B, -1, -6) (B, 0, -6) (B, 1, -6) (B, 2, -6) (B, 3, -6) (B, 4, -6) (B, 5, -6) (B, 6, -6) (B, 7, -6) (B, 8, -6) (B, 9, -6) (B, 10, -6) (B, -6, -7) (B, -5, -7) (B, -4, -7) (B, -3, -7) (B, -2, -7) (B, -1, -7) (B, 0, -7) (B, 1, -7) (B, 2, -7) (B, 3, -7) (B, 4, -7) (B, 5, -7) (B, 6, -7) (B, 7, -7) (B, 8, -7) (B, 9, -7) (B, 10, -7) (B, -7, -8) (B, -6, -8) (B, -5, -8) (B, -4, -8) (B, -3, -8) (B, -2, -8) (B, -1, -8) (B, 0, -8) (B, 1, -8) (B, 2, -8) (B, 3, -8) (B, 4, -8) (B, 5, -8) (B, 6, -8) (B, 7, -8) (B, 8, -8) (B, 9, -8) (B, 10, -8) (B, -8, -9) (B, -7, -9) (B, -6, -9) (B, -5, -9) (B, -4, -9) (B, -3, -9) (B, -2, -9) (B, -1, -9) (B, 0, -9) (B, 1, -9) (B, 2, -9) (B, 3, -9) (B, 4, -9) (B, 5, -9) (B, 6, -9) (B, 7, -9) (B, 8, -9) (B, 9, -9) (B, 10, -9); TESTING DATA: (-41, -38) (19, 39) (16, 37) (-18, 43) (-12, -14) (-21, 2) (46, -6) (-25, -13) (-39, 12) (39, 49) (-44, 6) (3, 29) (16, 5) (-40, -11) (-5, -48) (8, -36) (40, -27) (36, 3) (5, 13) (19, -17) (14, 11) (-34, 9) (19, -40) (23, -35) (30, 26) (-13, -43) (-48, -25) (-39, 0) (35, 45) (33, 16)(35, -31) (27, -48) (49, -1) (-27, 2) (25, 9) (-10, -35) (7, 40) (-40, -21) (-10, 41) (43, 8) (-18, -8) (-36, 44) (-29, -24) (-19, 46) (21, 32) (46, 6) (-40, -13) (4, 6) (32, -33) (11, 21) (10, -42) (-41, 10) (4, 9) (47, -13) (26, 15) (22, -21) (44, 5) (7, 31) (24, -3) (27, -29)(42, 15) (4, -16) (-45, 21) (-39, -38) (39, 26) (-6, 10) (-39, -26) (2, -10) (-30, -22) (-33, 32) (-7, 38) (-26, 19) (-39, 47) (-46, 44) (-25, 43) (-15, 26) (-8, 49) (34, -32) (48, 27) (18, -49) (34, -7) (0, -10) (-24, 27) (-26, -16) (8, -10) (18, -30) (-39, 18) (-28, -8) (31, -30) (-18, 8)"  
 ];  
 **const** *INPUT\_DATA\_FORMAT\_REGEX* = /^ \*TRAIN(ING)? \*(DATA)? \*: \*((\( \*[AB] \*, \*-?\d+ \*, \*-?\d+ \*\) \*)+) \*; \*TEST(ING)? \*(DATA)? \*: \*((\( \*-?\d+ \*, \*-?\d+ \*\) \*)+) \*$/g;  
  
 **let** *canvasController* = undefined;  
 **let** *PLA* = undefined;  
 **let** *displayedAxisLimit* = undefined;  
 **let** *displayedAxisLimitNeg* = undefined;  
  
 **function** setupPage() {  
 *canvasController* = **new** CanvasController(document.getElementById("pla-simulator"));  
 drawBasePLASimulatorElements();  
  
 changeActionButtonText("Run Training Phase");  
 disableRunPLASimulatorButton();  
 fillDataInputWrapper('preset');  
 }  
  
 **function** resize() {  
 *canvasController*.resize(*canvasController*.canvas.parentElement.offsetWidth, *canvasController*.canvas.parentElement.offsetWidth);  
  
 drawBasePLASimulatorElements();  
 displayAxisLimits();  
 **if** (*PLA*) {  
 **if** (*PLA*.hypothesisLineAsStandardFormAlgebraicString) {  
 *PLA*.drawHypothesisLine();  
 }  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
 *PLA*.plotClassifiedTestingTwoDimensionalFeatureVectors();  
 }  
 }  
  
 **function** drawBasePLASimulatorElements() {  
 drawPLASimulatorAxes();  
 displayAxisLimits();  
 }  
  
 **function** drawPLASimulatorAxes() {  
 *canvasController*.setStrokeStyle("#aaaaaa");  
  
 *canvasController*.drawLineViaFromTo(*canvasController*.leftMiddleCoordinate, *canvasController*.rightMiddleCoordinate);  
 *canvasController*.drawLineViaFromTo(*canvasController*.centerTopCoordinate, *canvasController*.centerBottomCoordinate);  
 }  
  
 **function** enableRunPLASimulatorButton() {  
 $('#pla-simulator-run-button').prop(  
 'disabled',  
 () => {  
 **return false**;  
 }  
 );  
 }  
  
 **function** disableRunPLASimulatorButton() {  
 $('#pla-simulator-run-button').prop(  
 'disabled',  
 () => {  
 **return true**;  
 }  
 );  
 }  
  
 **function** fillDataInputWrapper(*selectedInputMethod*) {  
 **let** *dataInputWrapper* = $("#data-input-wrapper");  
  
 **switch** (*selectedInputMethod*) {  
 **case** "preset":  
 *dataInputWrapper*.html(getPresetHTML());  
 **break**;  
 **case** "manual":  
 *dataInputWrapper*.html(getManualHTML());  
 **break**;  
 **case** "file":  
 *dataInputWrapper*.html(getFileHTML());  
 **break**;  
 **case** "random":  
 *dataInputWrapper*.html(getRandomHTML());  
 **break**;  
 **default**:  
 **throw new** Error("Unrecognized input method selected: \"" + *selectedInputMethod* + "\".");  
 **break**;  
 }  
 }  
  
 **function** getPresetHTML() {  
 **return** `  
 <form id="preset-input-selection-form" class="bordered center-me" style="margin: 10px;">  
 <input class="preset-input" name="preset-input" value="0" type="radio" checked="checked"/>Submission Data Set<br/>  
 <input class="preset-input" name="preset-input" value="1" type="radio"/>Much Larger Data Set<br/>  
 <input class="preset-input" name="preset-input" value="2" type="radio"/>Not Linearly Separable<br/>  
 <input class="preset-input" name="preset-input" value="3" type="radio"/>Wobbly<br/>  
 <input class="preset-input" name="preset-input" value="4" type="radio"/>Tricky<br/>  
 <input class="preset-input" name="preset-input" value="5" type="radio"/>Diagonal<br/>  
 </form>  
 `;  
 }  
  
 **function** getManualHTML() {  
 **return** `<textarea id="manual-data-input" style="width: 90%; margin: 20px;"></textarea>`;  
 }  
  
 **function** getFileHTML() {  
 **return** `<div class="center-me"><input id="file-data-input" type="file" accept=".txt" class="center-me" style="margin: 10px;"/></div>`;  
 }  
  
 **function** getRandomHTML() {  
 **return** `  
 <div class=" center-me" style="margin: 10px;">  
 <label>Quantity A Vectors</label>  
 <input id="quantity-a-vectors" type="text" value="25" style="width: 30px;"><br/>  
 <label>Quantity B Vectors</label>  
 <input id="quantity-b-vectors" type="text" value="25" style="width: 30px;"><br/>  
 <label>Quantity Test Vectors</label>  
 <input id="quantity-test-vectors" type="text" value="30" style="width: 30px;"><br/>  
  
 <label for="x-range">X Range</label><br/>  
 From: <input type="text" id="x-range-lower" name="x-range" value="-50" style="width: 30px;"/>  
 To: <input type="text" id="x-range-upper" name="x-range" value="50" style="width: 30px;"/><br/>  
 <label for="y-range">Y Range</label><br/>  
 From: <input type="text" id="y-range-lower" name="y-range" value="-50" style="width: 30px;"/>  
 To: <input type="text" id="y-range-upper" name="y-range" value="50" style="width: 30px;"/><br/>  
  
 <input type="checkbox" id="linearly-separable" name="linearly-separable" checked="checked" onclick="toggleLinearlySeparable()"/><b> Linearly Separable</b><br/>  
 <label for="linearly-separable-along">Along Line (slope intercept form)</label>  
 y=<input type="text" id="m" name="linearly-separable-along" value="1" style="width: 30px;"/>x+<input type="text" id="b" name="linearly-separable-along" value="0" style="width: 30px;"/>  
 </div>  
`;  
 }  
  
 **function** randomFloat(*lowerBound*, *upperBound*) {  
 **return** *lowerBound* + (Math.random() \* (*upperBound* - *lowerBound*));  
 }  
  
 **function** randomInteger(*lowerBound*, *upperBound*) {  
 **if** (*lowerBound* >= 0) { //If only positive values...  
 **return** Math.floor(*lowerBound* + (Math.random() \* (*upperBound* - *lowerBound* + 1)));  
 } **else** {  
 **let** *positiveCandidate* = Math.floor(Math.random() \* (*upperBound* + 1)); //Get a potential random number in the positive range.  
 **let** *negativeCandidate* = Math.floor(1 + Math.random() \* ((*lowerBound* \* -1))) \* -1; //Get a potential random number in the negative range.  
  
 **let** *quantityPositiveValues* = *upperBound*;  
 **let** *quantityNegativeValues* = *lowerBound* \* -1;  
 **let** *totalValues* = *quantityPositiveValues* + *quantityNegativeValues*;  
  
 **if** (*quantityPositiveValues* === 0) {  
 **return** *negativeCandidate*;  
 } **else if** (*quantityNegativeValues* === 0) {  
 **return** *positiveCandidate*;  
 } **else** {  
 **let** *ratio* = *quantityPositiveValues* / *totalValues*;  
  
 **if** (Math.random() > *ratio*) { //This makes it so we should still get random numbers of each class (positive or negative) proportional to how many are actually there. I.e. "randomInteger(-10, 100)" should output positive numbers 10 times as often as negative numbers.  
 **return** *positiveCandidate*;  
 } **else** {  
 **return** *negativeCandidate*;  
 }  
 }  
 }  
 }  
  
 **function** loadInputDataIntoPLASimulator() {  
 retrieveInputDataFromInputMethod().then(  
 (*fetchedData*) => {  
 **if** (validInputData(*fetchedData*)) {  
 **let** *inputData* = parseInputData(*fetchedData*);  
 **let** *weights*;  
 **if** ($("#randomize-initial-weights").prop('checked')) {  
 *weights* = {  
 weightX: randomFloat(0, 1),  
 weightY: randomFloat(0, 1),  
 weightBias: randomFloat(0, 1)  
 };  
 } **else** {  
 *weights* = {  
 weightX: parseFloat($('#weight-x').val()),  
 weightY: parseFloat($('#weight-y').val()),  
 weightBias: parseFloat($('#weight-bias').val())  
 };  
 }  
 **let** *options* = {  
 maximumIterations: parseFloat($('#maximum-iterations').val()),  
 learningRate: parseFloat($('#learning-rate').val()),  
 theta: parseFloat($('#theta').val()),  
 weights: *weights*,  
 advanceRate: parseFloat($('#speed').val()),  
 classificationOne: **new** Classification("A", $('#class-A-symbol').val(), $('#class-A-color').val()),  
 classificationTwo: **new** Classification("B", $('#class-B-symbol').val(), $('#class-B-color').val()),  
 onAdvanceTraining: onAdvanceTraining.bind(**this**),  
 onAdvanceTesting: onAdvanceTesting.bind(**this**),  
 onComplete: onComplete.bind(**this**),  
 onStatusChange: onStatusChange.bind(**this**)  
 };  
  
 getAxisLimits(*inputData*.trainingData, *inputData*.testingData);  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 displayAxisLimits();  
  
 **if** (*PLA*) {  
 clearInterval(*PLA*.interval);  
 }  
  
 *PLA* = **new** OfflineTwoDimensionalPerceptronLearningAlgorithmForBinaryClassification(*canvasController*, *inputData*, *options*);  
  
 *PLA*.*hypothesisLineAsStandardFormAlgebraicString* = "undefined";  
  
 onAdvanceTraining();  
  
 enableRunPLASimulatorButton();  
 } **else** {  
 alert("Invalid data! Make sure your data resembled the format \"TRAINING DATA: ([A or B], [int], [int]) ([A or B], [int], [int]); TESTING DATA: ([int], [int]) ([int], [int])\".");  
 disableRunPLASimulatorButton();  
 }  
 }  
 ).catch(  
 (*error*) => {  
 console.error(*error*);  
 **throw new** Error("Something went wrong while retrieving your data, please try again!");  
 }  
 );  
 }  
  
 **function** toggleInitialWeightInputs() {  
 $("#weight-x").prop(  
 'disabled',  
 (*index*, *value*) => {  
 **return** !*value*;  
 }  
 );  
  
 $("#weight-y").prop(  
 'disabled',  
 (*index*, *value*) => {  
 **return** !*value*;  
 }  
 );  
  
 $("#weight-bias").prop(  
 'disabled',  
 (*index*, *value*) => {  
 **return** !*value*;  
 }  
 );  
 }  
  
 **function** toggleLinearlySeparable() {  
 $("#m").prop(  
 'disabled',  
 (*index*, *value*) => {  
 **return** !*value*;  
 }  
 );  
  
 $("#b").prop(  
 'disabled',  
 (*index*, *value*) => {  
 **return** !*value*;  
 }  
 );  
 }  
  
 **function** onAdvanceTraining() {  
 $("#training-iteration-detail-value").html(*PLA*.trainingIteration);  
 $("#bounding-equation-detail-value").html(*PLA*.hypothesisLineAsStandardFormAlgebraicString);  
 $("#testing-iteration-detail-value").html(*PLA*.testingIteration);  
 $("#weight-x-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightX).toFixed(2));  
 $("#weight-y-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightY).toFixed(2));  
 $("#weight-bias-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightBias).toFixed(2));  
 $("#class-A-vectors-detail-value").html(*PLA*.getClassAFeatures());  
 $("#class-B-vectors-detail-value").html(*PLA*.getClassBFeatures());  
 $("#classified-vectors-detail-value").html(*PLA*.getClassifiedTestingFeatures() + " of " + *PLA*.testingTwoDimensionalFeatureVectors.length);  
 }  
  
 **function** onAdvanceTesting() {  
 $("#training-iteration-detail-value").html(*PLA*.trainingIteration);  
 $("#bounding-equation-detail-value").html(*PLA*.hypothesisLineAsStandardFormAlgebraicString);  
 $("#testing-iteration-detail-value").html(*PLA*.testingIteration);  
 $("#weight-x-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightX).toFixed(2));  
 $("#weight-y-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightY).toFixed(2));  
 $("#weight-bias-detail-value").html(parseFloat(*PLA*.twoDimensionalFeatureWeights.weightBias).toFixed(2));  
 $("#class-A-vectors-detail-value").html(*PLA*.getClassAFeatures());  
 $("#class-B-vectors-detail-value").html(*PLA*.getClassBFeatures());  
 $("#classified-vectors-detail-value").html(*PLA*.getClassifiedTestingFeatures() + " of " + *PLA*.testingTwoDimensionalFeatureVectors.length);  
 }  
  
 **function** onComplete() {  
 **let** *newRow* = `  
 <tr>  
 <td>` + *PLA*.trainingIteration + `</td>  
 <td>` + *PLA*.testingIteration + `</td>  
 <td>` + *PLA*.hypothesisLineAsStandardFormAlgebraicString + `</td>  
 <td>` + *PLA*.getClassAFeatures() + `</td>  
 <td>` + *PLA*.getClassBFeatures() + `</td>  
 <td>X: ` + *PLA*.weights.weightX.toFixed(2) + `, Y: ` + *PLA*.weights.weightY.toFixed(2) + `, Bias: ` + *PLA*.weights.weightBias.toFixed(2) + `</td>  
 <td>` + *PLA*.twoDimensionalFeatureWeights.totalWeightUpdates + `</td>  
 <td>` + *PLA*.misclassificationError + `</td>  
 <td><div style="font-size: 8px; max-height: 70px; overflow-y: scroll">TRAINING DATA: ` + *PLA*.inputData.trainingData.map(  
 (*trainingDatum*) => {  
 **return** "(" + *trainingDatum*[0] + ", " + *trainingDatum*[1] + ", " + *trainingDatum*[2] + ")";  
 }  
 ).join(" ") + `; TESTING DATA: ` + *PLA*.inputData.testingData.map(  
 (*testingDatum*) => {  
 **return** "(" + *testingDatum*[1] + ", " + *testingDatum*[2] + ")";  
 }  
 ).join(" ") + `</div></td>  
 </tr>  
 `;  
  
 $("#history-table").html($("#history-table").html() + *newRow*);  
 }  
  
 **function** onStatusChange(*newStatus*) {  
 changeStatusDisplayText(*newStatus*);  
 **switch** (*newStatus*) {  
 **case** "Not Started":  
 changeActionButtonText("Run Training Phase");  
 enableRunPLASimulatorButton();  
 **break**;  
 **case** "Training":  
 disableRunPLASimulatorButton();  
 **break**;  
 **case** "Testing":  
 disableRunPLASimulatorButton();  
 **break**;  
 **case** "Finished Training":  
 enableRunPLASimulatorButton();  
 **break**;  
 **case** "Finished Testing":  
 changeActionButtonText("Reset this simulation");  
 enableRunPLASimulatorButton();  
 **break**;  
 **case** "Error - Training":  
 **case** "Error - Testing":  
 disableRunPLASimulatorButton();  
 **break**;  
 **default**:  
 disableRunPLASimulatorButton();  
 **throw new** Error("PLA Simulator status changed to unrecognized status \"" + *newStatus* + "\".");  
 }  
 }  
  
 **function** retrieveInputDataFromInputMethod() {  
 **return new** Promise(  
 (*resolve*, *reject*) => {  
 **let** *selectedInputMethod* = $('input[name=data-input-method]:checked', '#data-input-selection-form').val();  
  
 **switch** (*selectedInputMethod*) {  
 **case** "preset":  
 *resolve*(getSelectedDataInputPresetContents());  
 **break**;  
 **case** "manual":  
 *resolve*(getManualDataInputContents());  
 **break**;  
 **case** "file":  
 getDataInputFileContents().then(  
 (*contents*) => {  
 *resolve*(*contents*);  
 }  
 ).catch(  
 (*error*) => {  
 *reject*(*error*);  
 }  
 );  
 **break**;  
 **case** "random":  
 *resolve*(getRandomDataInput());  
 **break**;  
 **default**:  
 *reject*("Unknown data input method selected, \"" + *selectedInputMethod* + "\"");  
 **break**;  
 }  
 }  
 );  
 }  
  
 **function** validInputData(*inputData*) {  
 **return** resetRegularExpression(*INPUT\_DATA\_FORMAT\_REGEX*).exec(*inputData*);  
 }  
  
 **function** getSelectedDataInputPresetContents() {  
 **return** *PRESET\_DATA*[getSelectedDataInputPresetIndex()];  
 }  
  
 **function** getSelectedDataInputPresetIndex() {  
 **return** parseInt($('input[name=preset-input]:checked', '#preset-input-selection-form').val());  
 }  
  
 **function** getManualDataInputContents() {  
 **return** $("#manual-data-input").val();  
 }  
  
 **function** getDataInputFileContents() {  
 **return new** Promise(  
 (*resolve*, *reject*) => {  
 **let** *file* = $("#file-data-input")[0].files[0];  
 **let** *fr* = **new** FileReader();  
 **let** *contents* = "";  
  
 *fr*.*onload* = () => {  
 *contents* += *fr*.result;  
 };  
 *fr*.*onloadend* = () => {  
 *resolve*(*contents*);  
 };  
 *fr*.*onerror* = (*error*) => {  
 *reject*(*error*);  
 };  
  
 *fr*.readAsText(*file*);  
 }  
 );  
 }  
  
 **function** getRandomDataInput() {  
 **let** *quantityA* = $("#quantity-a-vectors").val();  
 **let** *quantityB* = $("#quantity-b-vectors").val();  
 **let** *quantityTest* = $("#quantity-test-vectors").val();  
 **let** *xRange* = {  
 lower: parseInt($("#x-range-lower").val()),  
 upper: parseInt($("#x-range-upper").val())  
 };  
 **let** *yRange* = {  
 lower: parseInt($("#y-range-lower").val()),  
 upper: parseInt($("#y-range-upper").val())  
 };  
  
 **let** *shouldBeLinearlySeparable* = $('input[name="linearly-separable"]').is(':checked');  
 **let** *m* = $("#m").val();  
 **let** *b* = $("#b").val();  
  
 **let** *linearlySeperableAlongLineInSlopeInterceptForm* = "y=" + *m* + "x+" + *b*;  
  
 **let** *dataString* = "TRAINING DATA:";  
  
 **if** (*shouldBeLinearlySeparable*) {  
 **let** *aPoints* = [];  
 **let** *bPoints* = [];  
  
 **while** (*aPoints*.length < *quantityA* && *bPoints*.length < *quantityB*) {  
 **let** *potentialAPoint* = {  
 x: randomInteger(*xRange*.lower, *xRange*.upper),  
 y: randomInteger(*yRange*.lower, *yRange*.upper)  
 };  
  
 **if** (pointIsAboveSlopeInterceptFormLine(*potentialAPoint*, *linearlySeperableAlongLineInSlopeInterceptForm*)) {  
 *aPoints*.push(*potentialAPoint*);  
 } **else** {  
 *bPoints*.push(*potentialAPoint*);  
 }  
 }  
  
 **while** (*aPoints*.length < *quantityA*) {  
 **let** *potentialAPoint* = {  
 x: randomInteger(*xRange*.lower, *xRange*.upper),  
 y: randomInteger(*yRange*.lower, *yRange*.upper)  
 };  
  
 **if** (pointIsAboveSlopeInterceptFormLine(*potentialAPoint*, *linearlySeperableAlongLineInSlopeInterceptForm*)) {  
 *aPoints*.push(*potentialAPoint*);  
 }  
 }  
  
 **while** (*bPoints*.length < *quantityB*) {  
 **let** *potentialBPoint* = {  
 x: randomInteger(*xRange*.lower, *xRange*.upper),  
 y: randomInteger(*yRange*.lower, *yRange*.upper)  
 };  
  
 **if** (!pointIsAboveSlopeInterceptFormLine(*potentialBPoint*, *linearlySeperableAlongLineInSlopeInterceptForm*)) {  
 *bPoints*.push(*potentialBPoint*);  
 }  
 }  
  
 **for** (**let** *i* = 0; *i* < *quantityA*; *i*++) {  
 *dataString* += " (";  
 *dataString* += "A";  
 *dataString* += ", ";  
 *dataString* += *aPoints*[*i*].x;  
 *dataString* += ", ";  
 *dataString* += *aPoints*[*i*].y;  
 *dataString* += ")"  
 }  
  
 **for** (**let** *i* = 0; *i* < *quantityB*; *i*++) {  
 *dataString* += " (";  
 *dataString* += "B";  
 *dataString* += ", ";  
 *dataString* += *bPoints*[*i*].x;  
 *dataString* += ", ";  
 *dataString* += *bPoints*[*i*].y;  
 *dataString* += ")"  
 }  
 } **else** {  
 **for** (**let** *i* = 0; *i* < *quantityA*; *i*++) {  
 *dataString* += " (";  
 *dataString* += "A";  
 *dataString* += ", ";  
 *dataString* += randomInteger(*xRange*.lower, *xRange*.upper);  
 *dataString* += ", ";  
 *dataString* += randomInteger(*yRange*.lower, *yRange*.upper);  
 *dataString* += ")"  
 }  
  
 **for** (**let** *i* = 0; *i* < *quantityB*; *i*++) {  
 *dataString* += " (";  
 *dataString* += "B";  
 *dataString* += ", ";  
 *dataString* += randomInteger(*xRange*.lower, *xRange*.upper);  
 *dataString* += ", ";  
 *dataString* += randomInteger(*yRange*.lower, *yRange*.upper);  
 *dataString* += ")"  
 }  
 }  
  
 *dataString* += "; TESTING DATA:";  
  
 **for** (**let** *i* = 0; *i* < *quantityTest*; *i*++) {  
 *dataString* += " (";  
 *dataString* += randomInteger(*xRange*.lower, *xRange*.upper);  
 *dataString* += ", ";  
 *dataString* += randomInteger(*yRange*.lower, *yRange*.upper);  
 *dataString* += ")"  
 }  
  
 **return** *dataString* }  
  
 **function** pointIsAboveSlopeInterceptFormLine(*point*, *slopeInterceptFormLine*) {  
 **let** *slopeInterceptFormLineWithoutSpaces* = *slopeInterceptFormLine*.replace(/\s+/g, '');  
 **let** *regexResult* = /^[yY]=(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)$/.exec(*slopeInterceptFormLineWithoutSpaces*);  
  
 **let** *M* = parseFloat(*regexResult*[1]);  
 **let** *B* = parseFloat(*regexResult*[7]);  
  
 **let** *yAtProvidedX* = *M* \* *point*.x + *B*;  
  
 **return** *point*.y > *yAtProvidedX*;  
 }  
  
 **function** parseInputData(*rawData*) {  
 **let** *inputData* = {  
 trainingData: undefined,  
 testingData: undefined  
 };  
  
 **let** *regexResult* = resetRegularExpression(*INPUT\_DATA\_FORMAT\_REGEX*).exec(*rawData*);  
  
 **let** *trainingData* = *regexResult*[3].replace(/\s+/g, '').substring(1).slice(0, -1).split(")(").map(  
 (*trainingDatum*) => {  
 **return** *trainingDatum*.split(",");  
 }  
 );  
 *trainingData*.forEach(  
 (*trainingDatum*) => {  
 *trainingDatum*[1] = parseFloat(*trainingDatum*[1]);  
 *trainingDatum*[2] = parseFloat(*trainingDatum*[2]);  
 }  
 );  
  
 **let** *testingData* = *regexResult*[7].replace(/\s+/g, '').substring(1).slice(0, -1).split(")(").map(  
 (*testDatum*) => {  
 **return** *testDatum*.split(",");  
 }  
 );  
 *testingData*.forEach(  
 (*testingDatum*) => {  
 *testingDatum*[2] = parseFloat(*testingDatum*[1]);  
 *testingDatum*[1] = parseFloat(*testingDatum*[0]);  
 *testingDatum*[0] = "";  
 }  
 );  
  
 *inputData*.*trainingData* = *trainingData*;  
 *inputData*.*testingData* = *testingData*;  
  
 **return** *inputData*;  
 }  
  
 **function** getAxisLimits(*trainingData*, *testingData*) {  
 **let** *maxX* = -Infinity;  
 **let** *minX* = Infinity;  
 **let** *maxY* = -Infinity;  
 **let** *minY* = Infinity;  
  
 *trainingData*.forEach(  
 (*trainingDatum*) => {  
 **if** (*trainingDatum*[1] > *maxX*) {  
 *maxX* = *trainingDatum*[1];  
 }  
 **if** (*trainingDatum*[1] < *minX*) {  
 *minX* = *trainingDatum*[1];  
 }  
 **if** (*trainingDatum*[2] > *maxY*) {  
 *maxY* = *trainingDatum*[2];  
 }  
 **if** (*trainingDatum*[2] < *minY*) {  
 *minY* = *trainingDatum*[2];  
 }  
 }  
 );  
 *testingData*.forEach(  
 (*testDatum*) => {  
 **if** (*testDatum*[1] > *maxX*) {  
 *maxX* = *testDatum*[1];  
 }  
 **if** (*testDatum*[1] < *minX*) {  
 *minX* = *testDatum*[1];  
 }  
 **if** (*testDatum*[2] > *maxY*) {  
 *maxY* = *testDatum*[2];  
 }  
 **if** (*testDatum*[2] < *minY*) {  
 *minY* = *testDatum*[2];  
 }  
 }  
 );  
  
 **let** *axisXLimit*;  
 **let** *axisXLimitNeg*;  
 **let** *axisYLimit*;  
 **let** *axisYLimitNeg*;  
 **if** (Math.abs(*maxX*) >= Math.abs(*minX*)) {  
 *axisXLimit* = Math.abs(*maxX*);  
 } **else** {  
 *axisXLimit* = Math.abs(*minX*);  
 }  
 *axisXLimitNeg* = -*axisXLimit*;  
  
 **if** (Math.abs(*maxY*) >= Math.abs(*minY*)) {  
 *axisYLimit* = Math.abs(*maxY*);  
 } **else** {  
 *axisYLimit* = Math.abs(*minY*);  
 }  
 *axisYLimitNeg* = -*axisYLimit*;  
  
 **if** (*axisXLimit* >= *axisYLimit*) {  
 *displayedAxisLimit* = Math.ceil(*axisXLimit* \* 1.1);  
 *displayedAxisLimitNeg* = Math.floor(*axisXLimitNeg* \* 1.1);  
 } **else** {  
 *displayedAxisLimit* = Math.ceil(*axisYLimit* \* 1.1);  
 *displayedAxisLimitNeg* = Math.floor(*axisYLimitNeg* \* 1.1);  
 }  
 }  
  
 **function** displayAxisLimits() {  
 **if** (*displayedAxisLimit*) {  
 *canvasController*.ctx.*font* = "14px Courier New";  
 *canvasController*.setStrokeStyle("#cccccc");  
  
 *canvasController*.drawTextAt("0", {x: *canvasController*.canvas.width / 2 + 5, y: *canvasController*.canvas.height / 2 - 5});  
 *canvasController*.drawTextAt(*displayedAxisLimit*.toString(), {x: *canvasController*.canvas.width - 30, y: *canvasController*.canvas.height / 2 - 5});  
 *canvasController*.drawTextAt(*displayedAxisLimitNeg*.toString(), {x: 2, y: *canvasController*.canvas.height / 2 - 5});  
 *canvasController*.drawTextAt(*displayedAxisLimit*.toString(), {x: *canvasController*.canvas.width / 2 + 5, y: 14});  
 *canvasController*.drawTextAt(*displayedAxisLimitNeg*.toString(), {x: *canvasController*.canvas.width / 2 + 5, y: *canvasController*.canvas.height - 7});  
 }  
 }  
  
 **function** runPLASimulator() {  
 **if** (*PLA*) {  
 **if** (*PLA*.status === "Not Started") {  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 displayAxisLimits();  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
  
 *PLA*.runTraining().then(  
 () => {  
 console.log("PLA Training Complete. Final equation: \"" + *PLA*.hypothesisLineAsStandardFormAlgebraicString + "\"");  
  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
 *canvasController*.setStrokeStyle("#0000ff");  
 *canvasController*.drawLineViaStandardFormAlgebraicString(*PLA*.hypothesisLineAsStandardFormAlgebraicString);  
  
 changeActionButtonText("Run Test Phase");  
 }  
 ).catch(  
 (*error*) => {  
 console.error(*error*);  
 }  
 );  
 } **else if** (*PLA*.status === "Finished Training") {  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 displayAxisLimits();  
 *PLA*.drawHypothesisLine();  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
  
 *PLA*.runTesting().then(  
 () => {  
 console.log("PLA Testing Complete.");  
  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
 *PLA*.plotClassifiedTestingTwoDimensionalFeatureVectors();  
 *canvasController*.setStrokeStyle("#0000ff");  
 *canvasController*.drawLineViaStandardFormAlgebraicString(*PLA*.hypothesisLineAsStandardFormAlgebraicString);  
 }  
 ).catch(  
 (*error*) => {  
 console.error(*error*);  
 }  
 );  
 } **else if** (*PLA*.status === "Finished Testing") {  
 *PLA*.reset();  
 *canvasController*.clear();  
 drawBasePLASimulatorElements();  
 displayAxisLimits();  
 *PLA*.plotTrainingTwoDimensionalFeatureVectors();  
 }  
 }  
 }  
  
 **function** drawLineFromSlopeString(*string*) {  
 *canvasController*.drawLineViaSlopeInterceptFormAlgebraicString(*string*);  
 }  
  
 // I have come to learn that regular expression objects are stateful. This is, apparently, very useful. Not in my eyes, this caused me a lot of grief. This is how I eliminate the state for consistent results.  
 **function** resetRegularExpression(*regularExpression*) {  
 *regularExpression*.*lastIndex* = 0;  
 **return** *regularExpression*;  
 }  
  
 **function** changeActionButtonText(*to*) {  
 $("#pla-simulator-run-button").html(*to*);  
 }  
  
 **function** changeStatusDisplayText(*to*) {  
 $("#status-display").html(*to*);  
 }  
  
 **class** OfflineTwoDimensionalPerceptronLearningAlgorithmForBinaryClassification {  
 **constructor**(*canvasController*, *inputData*, *options*) {  
 **this**.*\_canvasController* = *canvasController*;  
  
 **this**.*\_inputData* = *inputData*;  
 **this**.*\_trainingData* = *inputData*.trainingData;  
 **this**.*\_testingData* = *inputData*.testingData;  
  
 **this**.*\_options* = *options*;  
 **this**.*\_maximumIterations* = *options*.maximumIterations;  
 **this**.*\_learningRate* = *options*.learningRate;  
 **this**.*\_theta* = *options*.theta;  
 **this**.*\_weights* = *options*.weights;  
  
 **this**.*\_advanceRate* = *options*.advanceRate;  
  
 **this**.*\_classificationOne* = *options*.classificationOne;  
 **this**.*\_classificationTwo* = *options*.classificationTwo;  
  
 **this**.*\_onAdvanceTraining* = *options*.onAdvanceTraining;  
 **this**.*\_onAdvanceTesting* = *options*.onAdvanceTesting;  
 **this**.*\_onComplete* = *options*.onComplete;  
 **this**.*\_onStatusChange* = *options*.onStatusChange;  
  
 **this**.*\_trainingIteration* = 0;  
 **this**.*\_testingIteration* = 0;  
 **this**.*\_status* = "Not Started";  
 **this**.*\_hypothesisLineAsStandardFormAlgebraicString* = undefined;  
  
 **this**.*\_twoDimensionalFeatureWeights* = **new** TwoDimensionalFeatureWeights(**this**.weights.weightX, **this**.weights.weightY, **this**.weights.weightBias);  
 **this**.*\_trainingTwoDimensionalFeatureVectors* = [];  
 **this**.*\_testingTwoDimensionalFeatureVectors* = [];  
 **this**.*\_classifiedTestingTwoDimensionalFeatureVectors* = [];  
  
 **this**.loadInputData();  
  
 **this**.plotTrainingTwoDimensionalFeatureVectors();  
 }  
  
 **get** canvasController() {  
 **return this**.\_canvasController;  
 }  
  
 **get** inputData() {  
 **return this**.\_inputData;  
 }  
  
 **get** trainingData() {  
 **return this**.\_trainingData;  
 }  
  
 **get** testingData() {  
 **return this**.\_testingData;  
 }  
  
 **get** options() {  
 **return this**.\_options;  
 }  
  
 **get** maximumIterations() {  
 **return this**.\_maximumIterations;  
 }  
  
 **get** learningRate() {  
 **return this**.\_learningRate;  
 }  
  
 **get** theta() {  
 **return this**.\_theta;  
 }  
  
 **get** weights() {  
 **return this**.\_weights;  
 }  
  
 **get** advanceRate() {  
 **return this**.\_advanceRate;  
 }  
  
 **get** classificationOne() {  
 **return this**.\_classificationOne;  
 }  
  
 **get** classificationTwo() {  
 **return this**.\_classificationTwo;  
 }  
  
 **get** onAdvanceTraining() {  
 **return this**.\_onAdvanceTraining;  
 }  
  
 **get** onAdvanceTesting() {  
 **return this**.\_onAdvanceTesting;  
 }  
  
 **get** onComplete() {  
 **return this**.\_onComplete;  
 }  
  
 **get** onStatusChange() {  
 **return this**.\_onStatusChange;  
 }  
  
 **get** trainingIteration() {  
 **return this**.\_trainingIteration;  
 }  
  
 **get** testingIteration() {  
 **return this**.\_testingIteration;  
 }  
  
 **get** status() {  
 **return this**.\_status;  
 }  
  
 **get** hypothesisLineAsStandardFormAlgebraicString() {  
 **return this**.\_hypothesisLineAsStandardFormAlgebraicString;  
 }  
  
 **get** twoDimensionalFeatureWeights() {  
 **return this**.\_twoDimensionalFeatureWeights;  
 }  
  
 **get** trainingTwoDimensionalFeatureVectors() {  
 **return this**.\_trainingTwoDimensionalFeatureVectors;  
 }  
  
 **get** testingTwoDimensionalFeatureVectors() {  
 **return this**.\_testingTwoDimensionalFeatureVectors;  
 }  
  
 **get** classifiedTestingTwoDimensionalFeatureVectors() {  
 **return this**.\_classifiedTestingTwoDimensionalFeatureVectors;  
 }  
  
 **get** interval() {  
 **return this**.\_interval;  
 }  
  
 **get** misclassificationError() {  
 **return this**.\_misclassificationError;  
 }  
  
 **set** canvasController(*canvasController*) {  
 **this**.*\_canvasController* = canvasController;  
 }  
  
 **set** inputData(*inputData*) {  
 **this**.*\_inputData* = inputData;  
 }  
  
 **set** trainingData(*trainingData*) {  
 **this**.*\_trainingData* = trainingData;  
 }  
  
 **set** testingData(*testingData*) {  
 **this**.*\_testingData* = testingData;  
 }  
  
 **set** options(*options*) {  
 **this**.*\_options* = options;  
 }  
  
 **set** maximumIterations(*maximumIterations*) {  
 **this**.*\_maximumIterations* = maximumIterations;  
 }  
  
 **set** learningRate(*learningRate*) {  
 **this**.*\_learningRate* = learningRate;  
 }  
  
 **set** theta(*theta*) {  
 **this**.*\_theta* = theta;  
 }  
  
 **set** weights(*weights*) {  
 **this**.*\_weights* = weights;  
 }  
  
 **set** advanceRate(*advanceRate*) {  
 **this**.*\_advanceRate* = advanceRate;  
 }  
  
 **set** classificationOne(*classificationOne*) {  
 **this**.*\_classificationOne* = classificationOne;  
 }  
  
 **set** classificationTwo(*classificationTwo*) {  
 **this**.*\_classificationTwo* = classificationTwo;  
 }  
  
 **set** onAdvanceTraining(*onAdvanceTraining*) {  
 **this**.*\_onAdvanceTraining* = onAdvanceTraining;  
 }  
  
 **set** onAdvanceTesting(*onAdvanceTesting*) {  
 **this**.*\_onAdvanceTesting* = onAdvanceTesting;  
 }  
  
 **set** onComplete(*onComplete*) {  
 **this**.*\_onComplete* = onComplete;  
 }  
  
 **set** onStatusChange(*onStatusChange*) {  
 **this**.*\_onStatusChange* = onStatusChange;  
 }  
  
 **set** trainingIteration(*trainingIteration*) {  
 **this**.*\_trainingIteration* = trainingIteration;  
 }  
  
 **set** testingIteration(*testingIteration*) {  
 **this**.*\_testingIteration* = testingIteration;  
 }  
  
 **set** status(*status*) {  
 **this**.*\_status* = status;  
  
 **if** (**this**.onStatusChange) {  
 **this**.onStatusChange(**this**.\_status);  
 }  
 }  
  
 **set** hypothesisLineAsStandardFormAlgebraicString(*hypothesisLineAsStandardFormAlgebraicString*) {  
 **this**.*\_hypothesisLineAsStandardFormAlgebraicString* = hypothesisLineAsStandardFormAlgebraicString;  
 }  
  
 **set** twoDimensionalFeatureWeights(*twoDimensionalFeatureWeights*) {  
 **this**.*\_twoDimensionalFeatureWeights* = twoDimensionalFeatureWeights;  
 }  
  
 **set** trainingTwoDimensionalFeatureVectors(*trainingTwoDimensionalFeatureVectors*) {  
 **this**.*\_trainingTwoDimensionalFeatureVectors* = trainingTwoDimensionalFeatureVectors;  
 }  
  
 **set** testingTwoDimensionalFeatureVectors(*testingTwoDimensionalFeatureVectors*) {  
 **this**.*\_testingTwoDimensionalFeatureVectors* = testingTwoDimensionalFeatureVectors;  
 }  
  
 **set** classifiedTestingTwoDimensionalFeatureVectors(*classifiedTestingTwoDimensionalFeatureVectors*) {  
 **this**.*\_classifiedTestingTwoDimensionalFeatureVectors* = classifiedTestingTwoDimensionalFeatureVectors;  
 }  
  
 **set** interval(*interval*) {  
 **this**.*\_interval* = interval;  
 }  
  
 **set** misclassificationError(*misclassificationError*) {

**this**.*\_misclassificationError* = misclassificationError;  
 }  
  
 reset() {  
 **this**.*status* = "Not Started";  
 **this**.*trainingIteration* = 0;  
 **this**.*testingIteration* = 0;  
 **this**.*hypothesisLineAsStandardFormAlgebraicString* = undefined;  
  
 **this**.*misclassificationError* = undefined;  
  
 **this**.*twoDimensionalFeatureWeights* = **new** TwoDimensionalFeatureWeights(**this**.weights.weightX, **this**.weights.weightY, **this**.weights.weightBias);  
 **this**.*trainingTwoDimensionalFeatureVectors* = [];  
 **this**.*testingTwoDimensionalFeatureVectors* = [];  
 **this**.*classifiedTestingTwoDimensionalFeatureVectors* = [];  
  
 **this**.loadInputData();  
 **this**.*hypothesisLineAsStandardFormAlgebraicString* = "undefined";  
 **this**.onAdvanceTraining();  
 }  
  
 getClassAFeatures() {  
 **let** *classAFeatures* = 0;  
  
 **this**.trainingTwoDimensionalFeatureVectors.forEach(  
 (*trainingTwoDimensionalFeatureVector*) => {  
 **if** (*trainingTwoDimensionalFeatureVector*.classification.name === **this**.classificationOne.name) {  
 *classAFeatures*++;  
 }  
 }  
 );  
  
 **this**.testingTwoDimensionalFeatureVectors.forEach(  
 (*testingTwoDimensionalFeatureVector*) => {  
 **if** (*testingTwoDimensionalFeatureVector*.classification.name === **this**.classificationOne.name) {  
 *classAFeatures*++;  
 }  
 }  
 );  
  
 **return** *classAFeatures*;  
 }  
  
 getClassBFeatures() {  
 **let** *classBFeatures* = 0;  
  
 **this**.trainingTwoDimensionalFeatureVectors.forEach(  
 (*trainingTwoDimensionalFeatureVector*) => {  
 **if** (*trainingTwoDimensionalFeatureVector*.classification.name === **this**.classificationTwo.name) {  
 *classBFeatures*++;  
 }  
 }  
 );  
  
 **this**.testingTwoDimensionalFeatureVectors.forEach(  
 (*testingTwoDimensionalFeatureVector*) => {  
 **if** (*testingTwoDimensionalFeatureVector*.classification.name === **this**.classificationTwo.name) {  
 *classBFeatures*++;  
 }  
 }  
 );  
  
 **return** *classBFeatures*;  
 }  
  
 getClassifiedTestingFeatures() {  
 **let** *classifiedTestingFeatures* = 0;  
  
 **this**.testingTwoDimensionalFeatureVectors.forEach(  
 (*testingTwoDimensionalFeatureVector*) => {  
 **if** (*testingTwoDimensionalFeatureVector*.classification.name !== "") {  
 *classifiedTestingFeatures*++;  
 }  
 }  
 );  
  
 **return** *classifiedTestingFeatures*;  
 }  
  
 loadInputData() {  
 **this**.loadTrainingData();  
 **this**.loadTestingData();  
 }  
  
 loadTrainingData() {  
 **this**.trainingData.forEach(  
 (*trainingDatum*) => {  
 **this**.trainingTwoDimensionalFeatureVectors.push(**new** TwoDimensionalFeatureVector(*trainingDatum*));  
 }  
 );  
 }  
  
 loadTestingData() {  
 **this**.testingData.forEach(  
 (*testingDatum*) => {  
 **this**.testingTwoDimensionalFeatureVectors.push(**new** TwoDimensionalFeatureVector(*testingDatum*));  
 }  
 );  
 }  
  
 runTraining() {  
 **this**.*status* = "Training";  
 **return new** Promise(  
 (*resolve*, *reject*) => {  
 **this**.*interval* = setInterval(  
 () => {  
 **try** {  
 **this**.advanceOneTrainingPass();  
  
 **if** (**this**.status !== "Training") {  
 **this**.trainingIteration--;  
 clearInterval(**this**.interval);  
 **this**.*misclassificationError* = **this**.calculateMisclassificationError();  
 *resolve*();  
 }  
  
 **this**.onAdvanceTraining();  
 } **catch** (*e*) {  
 console.error(e);  
 clearInterval(**this**.interval);  
 **this**.*status* = "Error - Testing";  
 *reject*(e);  
 }  
 },  
 **this**.advanceRate  
 );  
 }  
 );  
 }  
  
 advanceOneTrainingPass() {  
 **this**.trainingIteration++;  
 **let** *globalError* = 0;  
 **let** *localError* = 0;  
  
 **this**.trainingTwoDimensionalFeatureVectors.forEach(  
 (*trainingTwoDimensionalFeatureVector*) => {  
 **let** *predictedClassificationForCurrentVectorBasedOnCurrentWeights* = **this**.determineClassification(**this**.twoDimensionalFeatureWeights, *trainingTwoDimensionalFeatureVector*);  
  
 *localError* = **this**.calculateLocalError(*trainingTwoDimensionalFeatureVector*.classification, *predictedClassificationForCurrentVectorBasedOnCurrentWeights*);  
 *globalError* += (*localError* \* *localError*);  
  
 **this**.adjustWeights(*trainingTwoDimensionalFeatureVector*, *localError*);  
 }  
 );  
  
 console.log("Iteration: " + **this**.trainingIteration);  
  
 **this**.*hypothesisLineAsStandardFormAlgebraicString* = **this**.twoDimensionalFeatureWeights.weightX.toFixed(2) + "x+" + **this**.twoDimensionalFeatureWeights.weightY.toFixed(2) + "y+" + **this**.twoDimensionalFeatureWeights.weightBias.toFixed(2) + "=0";  
 **this**.drawHypothesisLine();  
  
 **if** (**this**.endConditionSatisfied(*globalError*)) {  
 **this**.*status* = "Finished Training";  
  
 clearInterval(**this**.interval);  
 }  
 }  
  
 runTesting() {  
 **this**.*status* = "Testing";  
 **this**.*testingIteration* = 0;  
 **return new** Promise(  
 (*resolve*, *reject*) => {  
 **this**.*interval* = setInterval(  
 () => {  
 **try** {  
 **this**.advanceOneTestingPass();  
 **this**.onAdvanceTesting();  
  
 **if** (**this**.status !== "Testing") {  
 clearInterval(**this**.interval);  
 **this**.onComplete();  
 *resolve*();  
 }  
 } **catch** (*e*) {  
 console.error(e);  
 clearInterval(**this**.interval);  
 **this**.*status* = "Error - Testing";  
 *reject*(e);  
 }  
 },  
 **this**.advanceRate  
 );  
 }  
 );  
 }  
  
 calculateMisclassificationError() {  
 **let** *localError* = undefined;  
 **let** *globalError* = 0;  
  
 **this**.trainingTwoDimensionalFeatureVectors.forEach(  
 (*trainingTwoDimensionalFeatureVector*) => {  
 **let** *predictedClassificationForCurrentVectorBasedOnCurrentWeights* = **this**.determineClassification(**this**.twoDimensionalFeatureWeights, *trainingTwoDimensionalFeatureVector*);  
  
 *localError* = **this**.calculateLocalError(*trainingTwoDimensionalFeatureVector*.classification, *predictedClassificationForCurrentVectorBasedOnCurrentWeights*);  
 *globalError* += (*localError* \* *localError*);  
 }  
 );  
  
 **return** *globalError*;  
 }  
  
 advanceOneTestingPass() {  
 **this**.plotClassifiedTestingTwoDimensionalFeatureVectors();  
  
 **this**.classifiedTestingTwoDimensionalFeatureVectors.push(**this**.classifyTwoDimensionalFeatureVector(**this**.testingTwoDimensionalFeatureVectors[**this**.testingIteration]));  
  
 **this**.plotTwoDimensionalFeatureVector(**this**.classifiedTestingTwoDimensionalFeatureVectors[**this**.classifiedTestingTwoDimensionalFeatureVectors.length - 1], "#0000ff");  
  
 **this**.testingIteration++;  
 console.log("Classified testing vector " + **this**.testingIteration + " of " + **this**.testingTwoDimensionalFeatureVectors.length);  
  
 **if** (**this**.classifiedTestingTwoDimensionalFeatureVectors.length === **this**.testingTwoDimensionalFeatureVectors.length) {  
 **this**.*status* = "Finished Testing";  
  
 clearInterval(**this**.interval);  
 }  
 }  
  
 classifyTwoDimensionalFeatureVector(*twoDimensionalFeatureVector*) {  
 **let** *sum* = *twoDimensionalFeatureVector*.featureX \* **this**.twoDimensionalFeatureWeights.weightX + *twoDimensionalFeatureVector*.featureY \* **this**.twoDimensionalFeatureWeights.weightY + **this**.twoDimensionalFeatureWeights.weightBias;  
 *twoDimensionalFeatureVector*.*classification* = (*sum* >= **this**.theta) ? **this**.classificationOne : **this**.classificationTwo;  
  
 **return** *twoDimensionalFeatureVector*;  
 }  
  
 drawHypothesisLine() {  
 **this**.canvasController.clear();  
 drawBasePLASimulatorElements();  
 **this**.plotTrainingTwoDimensionalFeatureVectors();  
 **if** (**this**.status === "Training") {  
 **this**.canvasController.setStrokeStyle("#ff0000");  
 } **else** {  
 **this**.canvasController.setStrokeStyle("#0000ff");  
 }  
 **this**.canvasController.drawLineViaStandardFormAlgebraicString(**this**.hypothesisLineAsStandardFormAlgebraicString);  
  
 }  
  
 adjustWeights(*trainingTwoDimensionalFeatureVector*, *localError*) {  
 **this**.twoDimensionalFeatureWeights.*weightX* = **this**.twoDimensionalFeatureWeights.weightX + **this**.learningRate \* *localError* \* *trainingTwoDimensionalFeatureVector*.featureX;  
 **this**.twoDimensionalFeatureWeights.*weightY* = **this**.twoDimensionalFeatureWeights.weightY + **this**.learningRate \* *localError* \* *trainingTwoDimensionalFeatureVector*.featureY;  
 **this**.twoDimensionalFeatureWeights.*weightBias* = **this**.twoDimensionalFeatureWeights.weightBias + **this**.learningRate \* *localError*;  
 }  
  
 endConditionSatisfied(*globalError*) {  
 **return** *globalError* === 0 || **this**.trainingIteration > **this**.maximumIterations;  
 }  
  
 determineClassification(*featureWeights*, *twoDimensionalFeatureVector*) {  
 **let** *sum* = *twoDimensionalFeatureVector*.featureX \* *featureWeights*.weightX + *twoDimensionalFeatureVector*.featureY \* *featureWeights*.weightY + *featureWeights*.weightBias;  
 **return** (*sum* >= **this**.theta) ? **this**.classificationOne : **this**.classificationTwo;  
 }  
  
 plotTrainingTwoDimensionalFeatureVectors() {  
 **this**.trainingTwoDimensionalFeatureVectors.forEach(  
 (*trainingTwoDimensionalFeatureVector*) => {  
 **this**.plotTwoDimensionalFeatureVector(*trainingTwoDimensionalFeatureVector*);  
 }  
 );  
 }  
  
 plotTwoDimensionalFeatureVector(*twoDimensionalFeatureVector*, *color*) {  
 **let** *classificationSymbol*;  
 **let** *classificationColor*;  
  
 **if** (*twoDimensionalFeatureVector*.classification.name === **this**.classificationOne.name) {  
 *classificationSymbol* = **this**.classificationOne.symbol;  
 *classificationColor* = **this**.classificationOne.color;  
 } **else if** (*twoDimensionalFeatureVector*.classification.name === **this**.classificationTwo.name) {  
 *classificationSymbol* = **this**.classificationTwo.symbol;  
 *classificationColor* = **this**.classificationTwo.color;  
 } **else** {  
 **throw new** Error("Unable to determine symbol for feature vector with unknown classification: \"" + *twoDimensionalFeatureVector*.classification.name + "\".");  
 }  
  
 **const** *position* = {  
 x: *twoDimensionalFeatureVector*.featureX,  
 y: -*twoDimensionalFeatureVector*.featureY  
 };  
  
 **if** (!*color*) {  
 **this**.canvasController.setStrokeStyle(*classificationColor*);  
 } **else** {  
 **this**.canvasController.setStrokeStyle(*color*);  
 }  
 **this**.canvasController.drawPointAt(*classificationSymbol*, *position*);  
 }  
  
 plotClassifiedTestingTwoDimensionalFeatureVectors() {  
 **this**.classifiedTestingTwoDimensionalFeatureVectors.forEach(  
 (*classifiedTestingTwoDimensionalFeatureVector*) => {  
 **this**.plotTwoDimensionalFeatureVector(*classifiedTestingTwoDimensionalFeatureVector*);  
 }  
 );  
 }  
  
 calculateLocalError(*actualClassification*, *predictedClassification*) {  
 **if** ((*actualClassification*.name === **this**.classificationOne.name && *predictedClassification*.name === **this**.classificationOne.name) || (*actualClassification*.name === **this**.classificationTwo.name && *predictedClassification*.name === **this**.classificationTwo.name)) {  
 **return** 0;  
 } **else if** (*actualClassification*.name === **this**.classificationOne.name && *predictedClassification*.name === **this**.classificationTwo.name) {  
 **return** 1;  
 } **else if** (*actualClassification*.name === **this**.classificationTwo.name && *predictedClassification*.name === **this**.classificationOne.name) {  
 **return** -1;  
 } **else** {  
 **throw new** Error("Unrecognized classifications passed to local error calculation function. Actual classification value: \"" + *actualClassification*.name + "\", predicted classification value: \"" + *predictedClassification*.name + "\".");  
 }  
 }  
 }  
  
 **class** CanvasController {  
 **constructor**(*canvas*) {  
 **this**.*\_canvas* = undefined;  
 **this**.*\_ctx* = undefined;  
  
 **this**.*\_leftTopCoordinatethis* = undefined;  
 **this**.*\_leftMiddleCoordinatethis* = undefined;  
 **this**.*\_leftBottomCoordinatethis* = undefined;  
 **this**.*\_centerTopCoordinatethis* = undefined;  
 **this**.*\_centerMiddleCoordinatethis* = undefined;  
 **this**.*\_centerBottomCoordinatethis* = undefined;  
 **this**.*\_rightTopCoordinatethis* = undefined;  
 **this**.*\_rightMiddleCoordinatethis* = undefined;  
 **this**.*\_rightBottomCoordinatethis* = undefined;  
  
 **this**.*canvas* = *canvas*;  
 **this**.*ctx* = *canvas*.getContext("2d");  
 **this**.setCoordinatePlaneGlobals();  
 }  
  
 **get** canvas() {  
 **return this**.\_canvas;  
 }  
  
 **get** ctx() {  
 **return this**.\_ctx;  
 }  
  
 **get** leftTopCoordinate() {  
 **return this**.\_leftTopCoordinate;  
 }  
  
 **get** leftMiddleCoordinate() {  
 **return this**.\_leftMiddleCoordinate;  
 }  
  
 **get** leftBottomCoordinate() {  
 **return this**.\_leftBottomCoordinate;  
 }  
  
 **get** centerTopCoordinate() {  
 **return this**.\_centerTopCoordinate;  
 }  
  
 **get** centerMiddleCoordinate() {  
 **return this**.\_centerMiddleCoordinate;  
 }  
  
 **get** centerBottomCoordinate() {  
 **return this**.\_centerBottomCoordinate;  
 }  
  
 **get** rightTopCoordinate() {  
 **return this**.\_rightTopCoordinate;  
 }  
  
 **get** rightMiddleCoordinate() {  
 **return this**.\_rightMiddleCoordinate;  
 }  
  
 **get** rightBottomCoordinate() {  
 **return this**.\_rightBottomCoordinate;  
 }  
  
 **set** canvas(*canvas*) {  
 **this**.*\_canvas* = canvas;  
 }  
  
 **set** ctx(*ctx*) {  
 **this**.*\_ctx* = ctx;  
 }  
  
 **set** leftTopCoordinate(*leftTopCoordinate*) {  
 **this**.*\_leftTopCoordinate* = leftTopCoordinate;  
 }  
  
 **set** leftMiddleCoordinate(*leftMiddleCoordinate*) {  
 **this**.*\_leftMiddleCoordinate* = leftMiddleCoordinate;  
 }  
  
 **set** leftBottomCoordinate(*leftBottomCoordinate*) {  
 **this**.*\_leftBottomCoordinate* = leftBottomCoordinate;  
 }  
  
 **set** centerTopCoordinate(*centerTopCoordinate*) {  
 **this**.*\_centerTopCoordinate* = centerTopCoordinate;  
 }  
  
 **set** centerMiddleCoordinate(*centerMiddleCoordinate*) {  
 **this**.*\_centerMiddleCoordinate* = centerMiddleCoordinate;  
 }  
  
 **set** centerBottomCoordinate(*centerBottomCoordinate*) {  
 **this**.*\_centerBottomCoordinate* = centerBottomCoordinate;  
 }  
  
 **set** rightTopCoordinate(*rightTopCoordinate*) {  
 **this**.*\_rightTopCoordinate* = rightTopCoordinate;  
 }  
  
 **set** rightMiddleCoordinate(*rightMiddleCoordinate*) {  
 **this**.*\_rightMiddleCoordinate* = rightMiddleCoordinate;  
 }  
  
 **set** rightBottomCoordinate(*rightBottomCoordinate*) {  
 **this**.*\_rightBottomCoordinate* = rightBottomCoordinate;  
 }  
  
 setCoordinatePlaneGlobals() {  
 **this**.*leftTopCoordinate* = {  
 x: 0,  
 y: 0  
 };  
 **this**.*leftMiddleCoordinate* = {  
 x: 0,  
 y: **this**.canvas.offsetHeight / 2  
 };  
 **this**.*leftBottomCoordinate* = {  
 x: 0,  
 y: **this**.canvas.offsetHeight  
 };  
 **this**.*centerTopCoordinate* = {  
 x: **this**.canvas.offsetWidth / 2,  
 y: 0  
 };  
 **this**.*centerMiddleCoordinate* = {  
 x: **this**.canvas.offsetWidth / 2,  
 y: **this**.canvas.offsetHeight / 2  
 };  
 **this**.*centerBottomCoordinate* = {  
 x: **this**.canvas.offsetWidth / 2,  
 y: **this**.canvas.offsetHeight  
 };  
 **this**.*rightTopCoordinate* = {  
 x: **this**.canvas.offsetWidth,  
 y: 0  
 };  
 **this**.*rightMiddleCoordinate* = {  
 x: **this**.canvas.offsetWidth,  
 y: **this**.canvas.offsetHeight / 2  
 };  
 **this**.*rightBottomCoordinate* = {  
 x: **this**.canvas.offsetWidth,  
 y: **this**.canvas.offsetHeight  
 };  
 }  
  
 clear() {  
 **this**.ctx.clearRect(0, 0, **this**.canvas.offsetWidth, **this**.canvas.offsetHeight);  
 }  
  
 resize(*width*, *height*) {  
 **this**.clear();  
  
 **this**.canvas.*width* = *width*;  
 **this**.canvas.*height* = *height*;  
  
 **this**.setCoordinatePlaneGlobals();  
 }  
  
 setStrokeStyle(*color*) {  
 **this**.ctx.*strokeStyle* = *color* }  
  
 drawPointAt(*text*, *position*) {  
 **let** *pixelRatio* = **this**.centerMiddleCoordinate.x / *displayedAxisLimit*;  
  
 **if** (*pixelRatio* === Infinity) {  
 *pixelRatio* = 0;  
 }  
  
 **this**.ctx.strokeText(*text*, (**this**.canvas.width / 2) + (*pixelRatio* \* *position*.x) - 1, (**this**.canvas.height / 2) + (*pixelRatio* \* *position*.y) + 4);  
 }  
  
 drawTextAt(*text*, *position*) {  
 **this**.ctx.strokeText(*text*, *position*.x, *position*.y);  
 }  
  
 drawLineViaFromTo(*from*, *to*) {  
 **this**.ctx.beginPath();  
 **this**.ctx.moveTo(*from*.x, *from*.y);  
 **this**.ctx.lineTo(*to*.x, *to*.y);  
 **this**.ctx.stroke();  
 }  
  
 drawLineViaStandardFormAlgebraicString(*standardFormAlgebraicString*) {  
 **if** (**this**.isStandardFormAlgebraicString(*standardFormAlgebraicString*)) {  
 **if** (**this**.standardFormAlgebraicStringDoesNotViolateBiasRule(*standardFormAlgebraicString*)) {  
 **this**.drawLineViaSlopeInterceptFormAlgebraicString(**this**.convertStandardFormAlgebraicStringToSlopeInterceptFormAlgebraicString(*standardFormAlgebraicString*));  
 } **else** {  
 **throw new** Error("Cannot plot standard form algebraic string \"" + *standardFormAlgebraicString* + "\" due to bias, no axis limits have been set yet so a bias has no graphical meaning. Please set axis limits first.");  
 }  
 } **else** {  
 **throw new** Error("Provided string is not a standard form algebraic string! \"" + *standardFormAlgebraicString* + "\"");  
 }  
 }  
  
 isStandardFormAlgebraicString(*standardFormAlgebraicString*) {  
 **return** /^(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[yY]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)=0$/.exec(*standardFormAlgebraicString*.replace(/\s+/g, ''));  
 }  
  
 standardFormAlgebraicStringDoesNotViolateBiasRule(*standardFormAlgebraicString*) {  
 *standardFormAlgebraicString* = *standardFormAlgebraicString*.replace(/\s+/g, '');  
 **let** *regexResult* = /^(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[yY]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)=0$/.exec(*standardFormAlgebraicString*);  
  
 **if** (*regexResult*[13]) { //has bias  
 **if** (!*displayedAxisLimit*) { //has no axis limit  
 **return false**;  
 } **else** {  
 **return true**;  
 }  
 } **else** {  
 **return true**;  
 }  
 }  
  
 convertStandardFormAlgebraicStringToSlopeInterceptFormAlgebraicString(*standardFormAlgebraicString*) {  
 *standardFormAlgebraicString* = *standardFormAlgebraicString*.replace(/\s+/g, '');  
 **let** *regexResult* = /^((-)?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+((-)?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[yY]\+((-)?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)=0$/.exec(*standardFormAlgebraicString*);  
  
 **let** *IS\_VERY\_BIG* = [**false**, **false**, **false**];  
 **let** *IS\_VERY\_SMALL* = [**false**, **false**, **false**];  
 **let** *IS\_NEGATIVE* = [1, 1, 1];  
  
 **if** (*regexResult*[2]) {  
 *IS\_NEGATIVE*[0] = -1;  
 }  
 **if** (*regexResult*[9]) {  
 *IS\_NEGATIVE*[1] = -1;  
 }  
 **if** (*regexResult*[16]) {  
 *IS\_NEGATIVE*[2] = -1;  
 }  
  
 **if** (*regexResult*[5]) {  
 **if** (*regexResult*[5].match(/-/)) {  
 *IS\_VERY\_SMALL*[0] = **true**;  
 } **else** {  
 *IS\_VERY\_BIG*[0] = **true**;  
 }  
 }  
  
 **if** (*regexResult*[12]) {  
 **if** (*regexResult*[12].match(/-/)) {  
 *IS\_VERY\_SMALL*[1] = **true**;  
 } **else** {  
 *IS\_VERY\_BIG*[1] = **true**;  
 }  
 }  
  
 **if** (*regexResult*[19]) {  
 **if** (*regexResult*[19].match(/-/)) {  
 *IS\_VERY\_SMALL*[2] = **true**;  
 } **else** {  
 *IS\_VERY\_BIG*[2] = **true**;  
 }  
 }  
  
 **let** *A* = *IS\_VERY\_BIG*[0] ? (90000000 \* *IS\_NEGATIVE*[0]) : (*IS\_VERY\_SMALL*[0] ? (0.00000001 \* *IS\_NEGATIVE*[0]) : parseFloat(*regexResult*[1]));  
 **let** *B* = *IS\_VERY\_BIG*[1] ? (90000000 \* *IS\_NEGATIVE*[1]) : (*IS\_VERY\_SMALL*[1] ? (0.00000001 \* *IS\_NEGATIVE*[1]) : parseFloat(*regexResult*[8]));  
 **let** *C* = *IS\_VERY\_BIG*[2] ? (90000000 \* *IS\_NEGATIVE*[2]) : (*IS\_VERY\_SMALL*[2] ? (0.00000001 \* *IS\_NEGATIVE*[2]) : parseFloat(*regexResult*[15]));  
  
  
 **let** *M* = (-1 \* *A*) / *B*;  
 **let** *D* = (-1 \* *C*) / *B*;  
  
 **if** (*M* === Infinity) {  
 *M* = 99999;  
 }  
 **if** (*M* === -Infinity) {  
 *M* = -99999;  
 }  
 **if** (isNaN(*M*)) {  
 *M* = 0;  
 }  
 **if** (*D* === Infinity) {  
 *D* = 99999;  
 }  
 **if** (*D* === -Infinity) {  
 *D* = -99999;  
 }  
 **if** (isNaN(*D*)) {  
 *D* = 0;  
 }  
  
 **let** *slopeInterceptFormAlgebraicString* = "y=" + *M* + "x+" + *D*;  
  
 **return** *slopeInterceptFormAlgebraicString*;  
 }  
  
 drawLineViaSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*) {  
 **if** (**this**.isSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*)) {  
 **if** (**this**.slopeInterceptFormAlgebraicStringDoesNotViolateBiasRule(*slopeInterceptFormAlgebraicString*)) {  
 **let** *leftmostCoordinateForThisLine* = **this**.getLeftmostCoordinateForSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*);  
 **let** *rightmostCoordinateForThisLine* = **this**.getRightmostCoordinateForSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*);  
  
 **this**.drawLineViaFromTo(*leftmostCoordinateForThisLine*, *rightmostCoordinateForThisLine*);  
 } **else** {  
 **throw new** Error("Cannot plot slope-intercept form algebraic string \"" + *slopeInterceptFormAlgebraicString* + "\" due to bias, no axis limits have been set yet so a bias has no graphical meaning. Please set axis limits first.");  
 }  
 } **else** {  
 **throw new** Error("Provided string is not a slope-intercept form algebraic string! \"" + *slopeInterceptFormAlgebraicString* + "\"");  
 }  
 }  
  
 isSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*) {  
 **return** /^[yY]=-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?[xX]\+-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?$/.exec(*slopeInterceptFormAlgebraicString*.replace(/\s+/g, ''));  
 }  
  
 slopeInterceptFormAlgebraicStringDoesNotViolateBiasRule(*slopeInterceptFormAlgebraicString*) {  
 *slopeInterceptFormAlgebraicString* = *slopeInterceptFormAlgebraicString*.replace(/\s+/g, '');  
 **let** *regexResult* = /^[yY]=(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)$/.exec(*slopeInterceptFormAlgebraicString*);  
  
 **if** (*regexResult*[7]) { //has bias  
 **if** (!*displayedAxisLimit*) { //has no axis limit  
 **return false**;  
 } **else** {  
 **return true**;  
 }  
 } **else** {  
 **return true**;  
 }  
 }  
  
 getLeftmostCoordinateForSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*) {  
 *slopeInterceptFormAlgebraicString* = *slopeInterceptFormAlgebraicString*.replace(/\s+/g, '');  
 **let** *regexResult* = /^[yY]=(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)$/.exec(*slopeInterceptFormAlgebraicString*);  
  
 **let** *M* = parseFloat(*regexResult*[1]);  
 **let** *B* = parseFloat(*regexResult*[7]);  
 **let** *pixelRatio* = **this**.centerMiddleCoordinate.x / *displayedAxisLimit*;  
  
 **let** *leftmostOrdinalXValue* = **this**.leftMiddleCoordinate.x - **this**.centerMiddleCoordinate.x;  
  
 **let** *leftmostCoordinateForThisLine* = {  
 x: **this**.leftMiddleCoordinate.x,  
 y: ((*M* \* *leftmostOrdinalXValue* + (*B* \* *pixelRatio*)) - **this**.centerMiddleCoordinate.x) \* -1  
 };  
  
 **return** *leftmostCoordinateForThisLine*;  
 }  
  
 getRightmostCoordinateForSlopeInterceptFormAlgebraicString(*slopeInterceptFormAlgebraicString*) {  
 *slopeInterceptFormAlgebraicString* = *slopeInterceptFormAlgebraicString*.replace(/\s+/g, '');  
 **let** *regexResult* = /^[yY]=(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)[xX]\+(-?\d+(\.(\d)+)?(e-?\d+(\.(\d)+)?)?)$/.exec(*slopeInterceptFormAlgebraicString*);  
  
 **let** *M* = parseFloat(*regexResult*[1]);  
 **let** *B* = parseFloat(*regexResult*[7]);  
 **let** *pixelRatio* = **this**.centerMiddleCoordinate.x / *displayedAxisLimit*;  
  
 **let** *rightmostOrdinalXValue* = **this**.rightMiddleCoordinate.x - **this**.centerMiddleCoordinate.x;  
  
 **let** *rightmostCoordinateForThisLine* = {  
 x: **this**.rightMiddleCoordinate.x,  
 y: ((*M* \* *rightmostOrdinalXValue* + (*B* \* *pixelRatio*)) - **this**.centerMiddleCoordinate.x) \* -1  
 };  
  
 **return** *rightmostCoordinateForThisLine*;  
 }  
 }  
  
 **class** TwoDimensionalFeatureVector {  
 **constructor**(*datum*) {  
 **this**.*\_featureX* = *datum*[1];  
 **this**.*\_featureY* = *datum*[2];  
 **this**.*\_classification* = **new** Classification(*datum*[0], $(*datum*[0] === "A" ? "#class-A-symbol" : "#class-B-symbol").val(), $(*datum*[0] === "A" ? "#class-A-color" : "#class-B-color").val());  
 }  
  
 **get** featureX() {  
 **return this**.\_featureX;  
 }  
  
 **get** classification() {  
 **return this**.\_classification;  
 }  
  
 **get** featureY() {  
 **return this**.\_featureY;  
 }  
  
 **set** featureX(*featureX*) {  
 **this**.*\_featureX* = featureX;  
 }  
  
 **set** featureY(*featureY*) {  
 **this**.*\_featureY* = featureY;  
 }  
  
 **set** classification(*classification*) {  
 **this**.*\_classification* = classification;  
 }  
 }  
  
 **class** TwoDimensionalFeatureWeights {  
 **constructor**(*weightX*, *weightY*, *weightBias*) {  
 **this**.*\_weightX* = *weightX*;  
 **this**.*\_weightY* = *weightY*;  
 **this**.*\_weightBias* = *weightBias*;  
 **this**.*\_totalWeightUpdates* = 0;  
 }  
  
 **get** weightX() {  
 **return this**.\_weightX;  
 }  
  
 **get** weightY() {  
 **return this**.\_weightY;  
 }  
  
 **get** weightBias() {  
 **return this**.\_weightBias;  
 }  
  
 **get** totalWeightUpdates() {  
 **return this**.\_totalWeightUpdates;  
 }  
  
 **set** weightX(*weightX*) {  
 **this**.*\_weightX* = weightX;  
 **this**.\_totalWeightUpdates++;  
 }  
  
 **set** weightY(*weightY*) {  
 **this**.*\_weightY* = weightY;  
 **this**.\_totalWeightUpdates++;  
 }  
  
 **set** weightBias(*weightBias*) {  
 **this**.*\_weightBias* = weightBias;  
 **this**.\_totalWeightUpdates++;  
 }  
  
 **set** totalWeightUpdates(*totalWeightUpdates*) {  
 **this**.*\_totalWeightUpdates* = totalWeightUpdates;  
 }  
 }  
  
 **class** Classification {  
 **constructor**(*name*, *symbol*, *color*) {  
 **this**.*\_name* = *name*;  
 **this**.*\_symbol* = *symbol*;  
 **this**.*\_color* = *color*;  
 }  
  
 **get** name() {  
 **return this**.\_name;  
 }  
  
 **get** symbol() {  
 **return this**.\_symbol;  
 }  
  
 **get** color() {  
 **return this**.\_color;  
 }  
  
 **set** name(*name*) {  
 **this**.*\_name* = name;  
 }  
  
 **set** symbol(*symbol*) {  
 **this**.*\_symbol* = symbol;  
 }  
  
 **set** color(*color*) {  
 **this**.*\_color* = color;  
 }  
 }  
 </script>  
  
 <style>  
 \* {  
 font-family: "Courier New", serif;  
 }  
  
 #history-table, #history-table tr, #history-table tr th, #history-table tr td {  
 border: 1px solid black;  
 border-collapse: collapse;  
 text-align: center;  
 }  
  
 .center-me {  
 text-align: center;  
 }  
  
 .max-width {  
 width: 100%;  
 }  
  
 .bordered {  
 border: solid 1px black;  
 }  
  
 #pla-simulator-wrapper {  
 padding: 0;  
 }  
  
 #pla-simulator {  
 }  
  
 table {  
 width: 100%;  
 margin-bottom: 20px;  
 }  
  
 #pla-simulator-wrapper-wrapper {  
 background-color: #bec1ff;  
 }  
  
 #pla-simulator-wrapper {  
 background-color: white;  
 }  
  
 .classes-wrapper {  
 background-color: #d0ffcb;  
 }  
  
 .data-wrapper {  
 background-color: #fffebb;  
 }  
  
 .constants-wrapper {  
 background-color: #ffd2af;  
 }  
  
 .details-wrapper {  
 background-color: #ffb5b8;  
 }  
  
 .history-wrapper {  
 background-color: #c2f1ff;  
 }  
  
 .parameters-wrapper {  
 background-color: #ffbdf4;  
 }  
  
 .main-wrapper {  
 background-color: #c9ffda;  
 }  
  
 #pla-simulator-run-button {  
 width: 92%;  
 }  
 </style>  
</head>  
<body onload="setupPage(); resize();" onresize="resize();">  
<div class="container-fluid" style="margin-bottom: 30px;">  
 <div class="row">  
 <div class=" col-md-10 col-md-offset-1">  
 <div class="row">  
 <div class="col-md-12">  
 <h3 class="center-me">CMP SCI 4340 - Project #1 - Perceptron Learning Algorithm</h3>  
 </div>  
 </div>  
 <div class="row main-wrapper bordered">  
 <div class="col-md-6">  
 <div class="row bordered">  
 <div id="pla-simulator-wrapper-wrapper" class="col-md-12">  
 <h3 class="center-me bordered">PLA Simulator</h3>  
 <div id="pla-simulator-wrapper">  
 <canvas id="pla-simulator" class="bordered"></canvas>  
 </div>  
 </div>  
 </div>  
 <div class="row center-me ">  
 <button id="pla-simulator-run-button" class="btn btn-primary" onclick="runPLASimulator()" disabled="disabled">Run</button>  
 <div id="status-wrapper" class="center-me">  
 <b style="display: inline-block;">Status</b>  
 <p style="display: inline-block;" id="status-display">Not Started</p>  
 </div>  
 </div>  
 </div>  
 <div class="col-md-6">  
 <div class="row bordered">  
 <div class=" col-md-12 parameters-wrapper">  
 <h3 class="center-me bordered">Parameters</h3>  
 <div class="row bordered">  
 <div class="classes-wrapper">  
 <h4 class="center-me">Classes</h4>  
 <div class="row">  
 <div class="col-md-6">  
 <p class="center-me">Class A</p>  
 <div class="center-me" style="margin: 10px;">  
 <label for="class-A-symbol">Symbol</label>  
 <input id="class-A-symbol" name="class-A-symbol" style="width: 30px;" type="text" value="•"/>  
 <label for="class-A-color">Color</label>  
 <input id="class-A-color" name="class-A-color" type="color" value="#00ff00"/>  
 </div>  
 </div>  
 <div class="col-md-6">  
 <p class="center-me">Class B</p>  
 <div class="center-me" style="margin: 10px;">  
 <label for="class-B-symbol">Symbol</label>  
 <input id="class-B-symbol" name="class-B-symbol" style="width: 30px;" type="text" value="•"/>  
  
 <label for="class-B-color">Color</label>  
 <input id="class-B-color" name="class-B-color" type="color" value="#ff0000"/>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 <div class="row bordered">  
 <div class="data-wrapper">  
 <h4 class="center-me">Data</h4>  
 <form id="data-input-selection-form" class="center-me">  
 <input type="radio" name="data-input-method" value="preset" checked="checked" onclick="fillDataInputWrapper('preset');"/> Preset  
 <input type="radio" name="data-input-method" value="manual" onclick="fillDataInputWrapper('manual');"/> Manual  
 <input type="radio" name="data-input-method" value="file" onclick="fillDataInputWrapper('file');"/> File  
 <input type="radio" name="data-input-method" value="random" onclick="fillDataInputWrapper('random');"/> Random<br/>  
 </form>  
 <div id="data-input-wrapper" class="center-me"></div>  
 </div>  
 </div>  
 <div class="row bordered">  
 <div class=" col-md-12">  
 <div class="constants-wrapper">  
 <h4 class="center-me">Constants</h4>  
 <div class="row" style="margin: 10px;">  
 <div class="col-md-6 center-me">  
 <label for="maximum-iterations">Max Training Iterations</label>  
 <input id="maximum-iterations" name="maximum-iterations" type="text" value="1000" style="width: 50px;"/>  
 <br/>  
 <label for="learning-rate">Learning Rate</label>  
 <input id="learning-rate" name="learning-rate" type="text" value="0.1" style="width: 50px;"/>  
 <br/>  
 <label for="theta">Theta</label>  
 <input id="theta" name="theta" type="text" value="0" style="width: 50px;"/>  
 <br/>  
 <label for="speed">Speed</label>  
 <input id="speed" name="speed" type="text" value="100" style="width: 50px;"/>  
 <br/>  
 </div>  
 <div class="col-md-6 center-me">  
 <input id="randomize-initial-weights" type="checkbox" onclick="toggleInitialWeightInputs();" checked="checked"><b>Randomize Initial Weights</b><br/>  
 <label for="weight-x">Initial Weight X</label>  
 <input id="weight-x" name="weight-x" type="text" value="0" disabled="disabled" style="width: 50px;"/>  
 <br/>  
 <label for="weight-y">Initial Weight Y</label>  
 <input id="weight-y" name="weight-y" type="text" value="0" disabled="disabled" style="width: 50px;"/>  
 <br/>  
 <label for="weight-bias">Initial Weight Bias</label>  
 <input id="weight-bias" name="weight-bias" type="text" value="0" disabled="disabled" style="width: 50px;"/>  
 <br/>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 <div class="center-me" style="margin: 10px;">  
 <button class="btn btn-primary max-width" id="confirm-data" onclick="loadInputDataIntoPLASimulator(); changeActionButtonText('Run Training Phase')">Choose This Configuration</button>  
 </div>  
 </div>  
 </div>  
 <div class="bordered row">  
 <div class=" col-md-12 details-wrapper">  
 <h3 class="center-me bordered">Details</h3>  
 <div class=" row center-me">  
 <div class="col-md-4">  
 <div class="detail">  
 <p id="training-iteration-detail-label" class="detail-label">Training Iteration</p>  
 <p id="training-iteration-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="testing-iteration-detail-label" class="detail-label">Testing Iteration</p>  
 <p id="testing-iteration-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="bounding-equation-detail-label" class="detail-label">Bounding Equation</p>  
 <p id="bounding-equation-detail-value" class="detail-value">undefined</p>  
 </div>  
 </div>  
 <div class="col-md-4">  
 <div class="detail">  
 <p id="weight-x-detail-label" class="detail-label">Weight X</p>  
 <p id="weight-x-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="weight-y-detail-label" class="detail-label">Weight Y</p>  
 <p id="weight-y-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="weight-bias-detail-label" class="detail-label">Bias Weight</p>  
 <p id="weight-bias-detail-value" class="detail-value">0</p>  
 </div>  
 </div>  
 <div class="col-md-4">  
 <div class="detail">  
 <p id="class-A-vectors-detail-label" class="detail-label">Class A Vectors</p>

<p id="class-A-vectors-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="class-B-vectors-detail-label" class="detail-label">Class B Vectors</p>  
 <p id="class-B-vectors-detail-value" class="detail-value">0</p>  
 </div>  
 <div class="detail">  
 <p id="classified-vectors-detail-label" class="detail-label">Classified Vectors</p>  
 <p id="classified-vectors-detail-value" class="detail-value">0 of 0</p>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 <div class="row bordered">  
 <div class=" col-md-12 history-wrapper">  
 <h3 class="center-me bordered">History</h3>  
 <table id="history-table">  
 <tr>  
 <th>Train Iterations</th>  
 <th>Test Iterations</th>  
 <th>Bounding Equation</th>  
 <th>A Vectors</th>  
 <th>B Vectors</th>  
 <th>Initial Weights</th>  
 <th>Total Weight Updates</th>  
 <th>Misclassification Error</th>  
 <th>Data</th>  
 </tr>  
 </table>  
 </div>  
 </div>  
 </div>  
 </div>  
</div>  
</body>  
</html>